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# Chapter 1

## 1.1

Software design is often a vague and misunderstood process, with no clear, tangible "design" to reference. It is defined as the creation of abstractions of data and computation and organizing them into a functioning software system, with design decisions being central to the process. These decisions occur within a "design space," a conceptual space where each choice affects different design quality attributes such as understandability and reusability, leading to trade-offs between various goals. Although software design might seem like a systematic process, it is inherently uncertain and requires iterative problem-solving, guided by experience and principles, making it a creative activity. Ultimately, the design process aims to reduce complexity, with context-specific goals such as maximizing reusability or robustness, and good design should prioritize attributes like understandability and sustainability to avoid messy code and errors.

## 1.2

Software design is just one aspect of the broader software development process, which involves various models for organizing tasks. Early on, the waterfall model, emphasizing heavy planning, was popular, but in the 1990s, agile development emerged as a more flexible approach. Despite evolving methods, the key is to have a development process tailored to the specific system and organization. A related concept is the idea of software development practices, such as version control and pair programming, which support good design. Iteration and refactoring are central to software design, allowing periodic improvements to the system's design without changing its functionality, addressing issues like technical debt and ensuring ongoing evolution of the design.

1.3  
A design is a collection of decisions made during the process of solving a design problem, each decision based on reasoning. These decisions can be stored in a person's mind for small projects, but for larger ones, it is beneficial to capture them externally. This can be done through source code, design documents, email and discussion platforms, or specialized models like those used in model-driven development (MDD). For complex design problems, a specialized modeling language like the Unified Modeling Language (UML) can be used to represent different aspects of a system, such as class relationships or object states. UML is a standardized tool that helps capture design information in a concise way, focusing on key ideas and leaving out irrelevant details, and is used in various ways depending on the development process, from generating code to sketching design ideas.

## 1.4

Capturing general design knowledge is challenging due to the heuristic nature of software design, which relies on the skills and experience of the designer. In the 1980s, comprehensive design methods aimed to disseminate design know-how, but these were replaced by object-oriented design methods in the 1990s. The concept of design patterns emerged from the book *Design Patterns: Elements of Reusable Object-Oriented Software*, providing reusable solutions to common design problems, which made it easier to share design knowledge without adopting entire methodologies. A design pattern consists of a name, problem context, solution, and consequences, and is intended as a template rather than a concrete design. Additionally, design antipatterns, or "code smells," represent common flaws in designs that should be avoided, and recognizing them helps guide refactoring and improve code quality.

# Chapter 2

## 2.1

Encapsulation in software design refers to enclosing data and computation to limit interactions between different parts of the code, like how a nut is protected by its shell. This approach offers several benefits, such as making code easier to understand in isolation, reducing errors in interactions, and allowing easier changes without affecting other parts of the system. Encapsulation is closely tied to the principle of information hiding, which suggests revealing only the minimum necessary information and keeping other details hidden, as seen in a stack ADT with its push and pop operations. The term "client code" refers to code that interacts with other components without being part of their definition, which varies depending on the context. While encapsulation and information hiding are broad principles, specific techniques exist to ensure they are properly applied in software design.

## 2.2

The first design task involves defining abstractions to represent a deck of cards in software. An abstraction is a conceptual building block, and in this case, a deck of cards can be viewed as an ordered collection of playing cards. Several ways to represent a card in code include using integers, arrays, or Boolean values, but each method has significant drawbacks. For example, using integers to represent cards can lead to confusion and errors, as it does not clearly map to the concept of a playing card. The challenge lies in finding a representation that accurately reflects the domain concept, reduces the potential for programming mistakes, and allows for easy maintenance and understanding. The issue of using basic types like integers or arrays to represent domain concepts, such as a playing card, can lead to confusion and errors. A better approach is to avoid using primitive types for domain-specific abstractions, a problem known as the "Primitive Obsession" antipattern. Instead, we can hide the internal representation of a concept behind a custom type or class, such as defining a Card class in Java. This allows us to properly represent a card while hiding the details of its internal structure. Although defining a Card class solves some problems, further steps are needed to ensure the internal representation is fully abstracted and protected from direct manipulation. To improve the encoding of a playing card, we decompose it into two sub-concepts: its rank and its suit. Instead of using primitive types for these, we define dedicated types for rank and suit, as these concepts have a fixed, limited set of values. The most suitable way to represent these values is through enumerated types, which allow us to define a set of named constants for suits (Clubs, Diamonds, Spades, Hearts) and ranks (Ace, 2, 3, etc.). In Java, enumerated types are a special kind of class, where the constants are objects that can only take valid values, ensuring the code is robust and avoids primitive obsession. By using enumerated types for rank and suit, we ensure the design is clearer, less error-prone, and more aligned with the domain concepts. To represent a deck of cards, we could initially use a simple list of Card objects, such as List<Card> deck = new ArrayList<>(). However, this approach has several issues: it doesn't strongly tie the list to the concept of a deck, making it potentially ambiguous; it couples the deck's representation with its implementation (e.g., using an ArrayList); and it allows the structure to be corrupted by holding more than 52 cards or duplicates. A better solution is to define a dedicated class, Deck, which encapsulates the list of cards and directly ties the deck to its domain concept. This class allows us to hide the implementation details (such as how the cards are stored) and avoids the problems associated with using a basic list for this purpose.

## 2.3

Encoding abstractions as types is just the first step in achieving encapsulation. Once we have defined the necessary types (e.g., Deck, Card, Rank, and Suit), the next task is to ensure these types effectively hide information from client code. This requires controlling access to the variables and methods associated with these types.

In Java and other object-oriented languages, objects group variables together, and their values are accessed through dereferencing. Without proper encapsulation, these variables can be accessed indiscriminately, leading to potential misuse and bugs. For example, in the code where fields such as aCards and aRank are made public, it’s easy to manipulate them in ways that can lead to errors, such as a NullPointerException.

To prevent such issues, encapsulation hides the internal workings of an object behind a well-defined interface. One simple but powerful way to do this is by using access modifiers in Java. These modifiers control what parts of the code can access certain fields or methods. By restricting access to internal variables, we ensure that the implementation details are protected and that the abstraction is only used in intended ways. This approach helps maintain the integrity of the object and reduces the likelihood of errors, making code more reliable and maintainable.

## 2.4

In Java, controlling the visibility of classes and their members is essential for encapsulation, and this is accomplished using access modifiers. The primary access modifiers are public and private. When a field or method is marked as public, it is accessible from anywhere in the code, which can lead to unintended use or modification. For instance, in the case of the aCards field in the Deck class, if it were public, it could be accessed and modified directly from any code that has a reference to the Deck object. In contrast, when a field or method is marked as private, it is only accessible within the class itself, ensuring that the internal state is protected.

A good design principle is to always use the narrowest possible scope for class members. This means that instance variables should almost always be marked as private to limit their access, while public methods should reveal as little as possible about the internal workings of the class. For example, in the revised Card class, the aRank and aSuit fields are private, and the only access to them is through public getter methods. This ensures that client code cannot directly interact with the internal representation of a card, preserving the integrity of the design.

With this approach, the internal implementation of a class can change without affecting client code. For instance, the representation of a card could be changed to use a single int or an enumerated type, and client code would not need to be modified. This flexibility is one of the core benefits of good encapsulation.

Access modifiers also serve a dual purpose in software design. They express the developer's intent about where certain structures should be used and automatically enforce this intent during compilation. The public methods of a class form the interface to that class, representing what the client code can interact with. The design and implementation of all other fields and methods remain hidden, ensuring that client code only has access to the functionality intended for use. This structure promotes cleaner, more maintainable code.

An object diagram is a type of UML diagram that visually represents objects and how they are interrelated through references. It is especially useful when dealing with complex structures or when relationships between objects are key to understanding the system. When a statement is executed in a program, an object of a class is created, and a reference to this object is returned. This reference can be passed around the program, creating a network of objects that may interact with one another.

In an object diagram, each object is represented by a rectangle. The rectangle typically contains the name and type of the object, which are written as name:type. The inclusion of the name and type is optional, but it is generally helpful to have at least one of them to provide clarity. In UML object diagrams, the name of objects (as opposed to classes) is underlined.

Objects in the diagram may contain fields, similar to the instance variables in a Java program. These fields can store values of either primitive types or reference types. If a field holds a reference type, this is represented by a directed arrow pointing to the object that is being referenced. This allows the diagram to visually show the relationships between different objects and how they refer to one another, which is particularly helpful for understanding the organization and interdependencies within a program.

By using object diagrams, developers and designers can better visualize the relationships and structures in a system, aiding in both understanding and debugging complex object-oriented designs.

The second example diagram (Figure 2.2) demonstrates some modeling simplifications that are sometimes useful in UML object diagrams. These simplifications help make the diagram more understandable and focused on the core relationships between objects, without delving into unnecessary details.

**Key Simplifications:**

1. **Untyped "main" Object**:
   * An untyped object called main is introduced to represent the method body of the main function. Since object diagrams don't have a specific notation for method bodies, this untyped object serves as a trick to represent local variables within a method, which are similar to instance variables in objects.
2. **Anonymous Deck Object**:
   * The Deck object is anonymized in the diagram. Instead of representing a specific instance of a Deck, the variable deck holds a reference to some object. This abstracts away the actual object and focuses on the variable holding the reference to it.
3. **String Representation**:
   * The main method contains a name variable, which stores a string. In Java, a string is technically an instance of the String class. However, to avoid unnecessary complexity, the diagram simply shows the string literal, rather than representing it as a reference to a String object with an internal array of characters. This keeps the diagram cleaner without losing essential meaning.
4. **Abstracting Internal Data Structures**:
   * The internal data structure used to store the cards (like an ArrayList) is abstracted away. The diagram shows that the Deck object contains cards, but it does not reveal how the cards are stored (whether in an array, list, etc.). In many cases, such internal details are irrelevant to the diagram's purpose and are omitted to maintain focus on higher-level concepts.
5. **Evocative Names for Card Instances**:
   * The Card instances are represented by evocative names, rather than showing the values of their fields (aRank and aSuit). This simplification does not imply that the Card objects don't have these fields; rather, it means that this specific detail is omitted in the diagram for clarity.

These simplifications make the diagram more abstract and easier to read, without getting bogged down in low-level details that may not be crucial for the understanding of the system's structure at this stage of design. They focus on relationships and essential elements, keeping the diagram useful and clear.

## 2.5

**Main Points:**

1. **Encapsulation via the private Keyword**:
   * The private keyword provides basic encapsulation by restricting direct access to fields within a class. However, this is not foolproof, and encapsulation can still be compromised if internal structures are improperly accessed.
2. **Problem with Getter Methods**:
   * Returning a reference to an internal structure (e.g., through a getter method) can break encapsulation. For example, returning a reference to a List<Card> in the Deck class allows external code to modify the deck's internal list, which may lead to errors (e.g., adding invalid cards).
3. **Inappropriate Use of Getters and Setters**:
   * Automatically providing getters and setters for every field weakens the encapsulation of an object. This is referred to as the "Inappropriate Intimacy" antipattern, where objects expose too many internal details, which should ideally be hidden.
4. **Storing External References Internally**:
   * Allowing external references to modify the internal state of an object can compromise encapsulation. For instance, using a setter method or passing external references through the constructor to initialize internal fields can lead to unintended changes to the object's state.
5. **Leaking References Through Shared Structures**:
   * References can also escape a class through shared structures, such as lists or collections. For example, adding an internal list to an external list (via a method like collect) can allow external code to modify the internal structure of the object, violating encapsulation.
6. **Manual Detection and Prevention**:
   * Detecting when references escape the class scope is a complex problem and currently cannot be automatically detected by most tools. Preventing this requires careful programming and code inspection to ensure references are not inadvertently leaked.
7. **Best Practices**:
   * To maintain good encapsulation, internal structures should not be exposed to client code directly. Instead, objects should interact with each other through well-defined methods that encapsulate the internal details, ensuring that the state of the object is protected from external modifications.

## 2.6

**Main Points:**

1. **Encapsulation and Modifying Internal State**:
   * Good encapsulation ensures that the internal state of an object can only be modified through its methods, preventing direct access or modification from external code.
2. **Escaping References**:
   * Section 2.5 discussed how leaking references can threaten encapsulation. However, if the object being referenced is **immutable**, leaking a reference is harmless since the object’s state cannot be changed.
3. **Immutability**:
   * Immutability refers to objects whose internal state cannot be modified after creation. Immutable objects can be safely shared because their data cannot be altered.
   * In Java, **String** is an example of an immutable object, as its value cannot be changed once created.
4. **Ensuring Immutability**:
   * To create immutable objects, a class must be carefully designed to prevent any modification of its internal state (e.g., by not providing setter methods or allowing references to escape).
   * A class that produces immutable objects is called an **immutable class**. In Java, there is no built-in mechanism to enforce immutability, so it must be ensured through careful design.
5. **Advantages of Immutability**:
   * Immutability supports safe sharing of objects without violating encapsulation. This makes it a desirable property in many design situations.
6. **Immutable Card Class Example**:
   * The **Card** class is made immutable by making its fields private and only setting their values via the constructor (which can only be executed once per object).
   * The class has no setter methods, and its fields are of immutable types (Rank and Suit), ensuring that the object's state cannot be changed after initialization.

In summary, immutability is a key design property that helps maintain encapsulation by preventing the internal state of objects from being modified externally. It provides a safer way to share data without breaking encapsulation.

## 2.7

**Main Points:**

1. **Exposing Information Without Breaking Encapsulation**:
   * There are several ways to expose part of an object's internal state (like the cards in a Deck class) while maintaining encapsulation, which prevents external modification of the object's internal state.
2. **Extended Interface**:
   * One approach is to extend the interface of the class to include methods that only return references to immutable objects. For example, methods like size() and getCard() can be used to expose the number of cards or access individual cards, but if Card is immutable, this maintains encapsulation. However, this approach can lead to cumbersome client code, especially if clients need to access all cards in the deck.
3. **Returning Copies**:
   * Another approach is to return a **copy** of the internal data (e.g., a copy of the list of cards). By using new ArrayList<>(aCards), you return a new list containing the same cards, thus protecting the internal state of the deck.
   * If the Card objects are immutable, this shallow copy is sufficient to maintain encapsulation. However, if Card objects are mutable, this shallow copy could still allow external modification of the card objects, which violates encapsulation.
4. **Deep Copying**:
   * To ensure proper encapsulation with **mutable** Card objects, a **deep copy** must be performed. This means copying not only the list but also each individual Card object within the list. This can be done by using a copy constructor for Card to create new instances of Card when copying the list.
5. **Copy Constructors**:
   * A **copy constructor** can be used to copy the fields of an object when creating a new instance. For example, copying a Card object would involve creating a new Card with the same rank and suit. This ensures that even with mutable objects, encapsulation is maintained.
6. **Other Strategies**:
   * In addition to copying, Java provides alternatives like **unmodifiable view collections**. For instance, using Collections.unmodifiableList(aCards) returns an unmodifiable wrapper around the list, allowing the external code to access the cards without modifying the underlying list.

**Conclusion:**

There are several techniques for exposing internal data while maintaining encapsulation, including extending interfaces with access methods for immutable objects, returning copies of data, and using unmodifiable view collections. For mutable objects, deep copying is necessary to preserve encapsulation and prevent external modifications.

## 2.8

**Main Points:**

1. **Benefit of Encapsulation**:
   * Encapsulation prevents client code from corrupting the internal state of an object. However, issues can arise, such as the creation of invalid instances, as seen in the Card class where a null rank or suit could be passed.
2. **Input Validation**:
   * To prevent creating invalid instances (e.g., a card with null values), input validation can be added to constructors or methods. In the Card class, a null check is added to the constructor, and if either Rank or Suit is null, an exception (IllegalArgumentException) is thrown.
   * This ensures that invalid Card objects cannot be created, as exceptions prevent the constructor from completing.
3. **Exception Handling**:
   * Exception handling is crucial for ensuring proper behavior when invalid input is detected. For the Card constructor, the exception is documented using Javadoc's @throws tag.
   * It's important to design the exception handling clearly so users know the conditions under which exceptions will be raised.
4. **Handling Invalid Operations in Other Methods**:
   * In the Deck class, the draw() method may throw an exception (IndexOutOfBoundsException) when attempting to draw from an empty deck. This happens because the remove method is misused without checking if the deck is empty.
   * A better solution is to check if the deck is empty beforehand and throw a more specific exception, such as IllegalStateException, which aligns with good design principles.
5. **Design Principles for Exception Handling**:
   * Exceptions should be used for unpredictable situations, not for predictable ones like an empty deck. Therefore, the Deck class should validate the deck's state (isEmpty()) before attempting to draw a card, throwing an IllegalStateException if the deck is empty.
6. **Input Validation Burden**:
   * Input validation ensures object validity but introduces the responsibility of error handling to the client code. The client must be prepared to catch exceptions raised by invalid operations.
   * The additional validation code adds complexity to the class and requires maintenance. It may be excessive in some cases, such as when the code guarantees valid inputs.
7. **Trade-offs**:
   * While input validation makes classes more robust, it shifts the responsibility of handling errors to the client. Developers must balance the benefits of robustness with the additional code complexity and documentation required for error handling.

**Conclusion:**

Input validation is a powerful tool to ensure object integrity and prevent invalid operations, but it adds complexity in terms of exception handling and maintenance. Careful design and clear documentation of error cases are essential for maintaining encapsulation while avoiding unnecessary overhead.

2.9  
**Main Points:**

1. **Input Validation vs. Client Responsibility**:
   * Input validation ensures the correct usage of an object, but sometimes the client code can be written to preclude errors, making validation unnecessary. For example, if all cards in a deck are created using predefined values, no invalid inputs (like null) will be passed to the Card constructor.
   * However, this reliance on client code can lead to ambiguity about whether a method should handle invalid inputs or assume the client has done so.
2. **Ambiguity in Method Behavior**:
   * Without clear documentation, a method's behavior can be ambiguous. For example, it's unclear whether the Card constructor should validate inputs or if it relies on the client to pass valid arguments.
   * Different interpretations of constructor behavior can lead to confusion, such as whether invalid inputs result in exceptions, default values, or undefined behavior.
3. **Design by Contract**:
   * To eliminate ambiguity, **design by contract** provides a formal framework for defining method interfaces. It involves specifying **preconditions** (conditions that must be true before a method is called) and **postconditions** (conditions that must be true after a method executes).
   * The method contract ensures the client meets the preconditions, and the method guarantees the postconditions. If a precondition is violated, the client is responsible; if a postcondition fails, the method is at fault.
4. **Using Javadoc for Preconditions and Postconditions**:
   * Preconditions and postconditions can be specified using Javadoc tags like @pre and @post, helping clarify the expected behavior of methods.
   * Java's assert statement can be used to enforce these conditions during development, raising an AssertionError if a condition is violated. This helps in debugging by clearly identifying where the problem lies.
5. **Avoiding Defensive Programming**:
   * Design by contract reduces the need for defensive programming (e.g., checking for null values everywhere), as the method's contract explicitly defines valid inputs.
   * The technique also helps with **blame assignment**: if an assertion fails, it's clear whether the caller or the method itself is responsible for the error.
6. **Preconditions vs. Input Validation**:
   * A key distinction is that preconditions specify what is valid input, while input validation (such as checking for nulls) is part of the method's behavior. These are two different design decisions.
   * It’s important to decide whether the method itself handles invalid inputs (like throwing an exception) or simply specifies them as invalid in its contract.
7. **Role of Assertions**:
   * Assertions are not meant for general input validation but for detecting design flaws. They should not be used to handle invalid user inputs during runtime, but rather to verify that the program's logic adheres to the expected contract.

**Conclusion:**

Design by contract enhances code clarity and robustness by formally specifying preconditions and postconditions. This approach minimizes ambiguity in method behavior, improves debugging, and avoids unnecessary input validation in the code. Assertions help enforce these contracts during development, but they should not replace regular input validation mechanisms.

Chapter 3  
3.1  
**Main Points:**

1. **Interface Definition**:
   * An interface to a class consists of the **public methods** of that class that are accessible to other classes.
   * The interface defines the methods through which other classes can interact with an object of the class.
2. **Coupling of Interface and Implementation**:
   * In a basic setup, like the Deck class, the interface is tightly coupled to the class definition (i.e., the available methods are specific to the class and its implementation).
3. **Decoupling Interface from Implementation**:
   * There are situations where it’s beneficial to **decouple** the interface from its implementation, allowing flexibility. For example, in card games, you may need to draw cards from various sources, not just from a standard deck.
4. **Using Interfaces for Flexibility**:
   * By defining an interface like CardSource that specifies methods (draw() and isEmpty()), we can design methods that work with any object that implements this interface, rather than just one specific class like Deck.
5. **Java Interface Types**:
   * In Java, **interfaces** define abstract methods and provide a specification without implementation details.
   * A class can implement an interface using the implements keyword, ensuring that the class provides concrete implementations of the interface methods.
6. **Polymorphism**:
   * Polymorphism allows different classes to implement the same interface, and objects of these classes can be treated as instances of the interface type.
   * This enables more flexible code, as methods can operate on any class that implements the interface, regardless of the concrete class.
7. **Example of Polymorphism**:
   * In the drawCards method, by using CardSource as a parameter type, the method can now work with any object that implements CardSource, not just a specific class like Deck.
8. **Loose Coupling and Extensibility**:
   * **Loose coupling**: Code using an interface is not dependent on specific implementations, making the system more flexible.
   * **Extensibility**: New implementations of an interface can be added without affecting the existing codebase, as long as the new class conforms to the interface.
9. **Java Collections Framework**:
   * The concept of interfaces and polymorphism is exemplified in the **Java Collections Framework** (e.g., List interface and its implementations like ArrayList and LinkedList).
   * Both ArrayList and LinkedList provide the same methods (specified by the List interface), so they can be swapped easily in code.

In summary, defining interfaces and using polymorphism allows for more reusable, flexible, and extensible code, as it decouples the interface from specific implementations and facilitates easier swapping of components without changing the overall code logic.

## 3.2

**Main Points:**

1. **Design Questions about Interfaces**:
   * Determining whether a separate interface is needed depends on the specific design problem. Interfaces help solve problems or realize features but are not always necessary.
2. **Code Reuse with Library Methods**:
   * Reusing code is easy when library methods like Collections.shuffle() work generically with any collection, without needing to know the specific objects in the collection.
3. **Sorting and the Need for Interfaces**:
   * Sorting objects with Collections.sort() requires a way to compare them. The standard Java sorting method needs to know how to compare custom objects like Card, but different sorting orders might be needed (e.g., by rank or suit).
4. **Comparable Interface**:
   * The **Comparable** interface defines the compareTo(T) method, allowing objects to be compared and sorted. It returns:
     + 0 for equality,
     + a negative value if the object should come before the other,
     + a positive value if it should come after.
   * By implementing this interface, classes can be sorted in a standardized way.
5. **Polymorphism and Loose Coupling**:
   * The Comparable interface allows code like Collections.sort() to work with any object that implements it, without knowing the specifics of the object. This is an example of **loose coupling**, where the sorting code only requires minimal functionality from the objects.
6. **Minimal and Cohesive Interface Design**:
   * Interfaces should capture the smallest cohesive slice of behavior that client code will need, as demonstrated by Comparable. Many Java interfaces are named with an "able" suffix (e.g., Iterable, Serializable, Cloneable), indicating that the objects are "fit to be" used for specific behaviors.
7. **Card Class and Comparable Implementation**:
   * The Card class can implement Comparable<Card> to define how cards should be compared. This allows cards to be sorted. An initial implementation compares ranks but leaves the suit order undefined, which could lead to unpredictability. A better implementation ensures a total ordering.
8. **Natural Ordering and Java Enumerations**:
   * Java's Comparable interface is also implemented by types like String (lexicographically) and enumerated types (using ordinal values). The Card class's compareTo method can be simplified by using the natural ordering of the rank if it is an enumerated type.
9. **Separation of Concerns**:
   * Using small, well-defined interfaces like Comparable encourages **separation of concerns**. The compareTo method in Card is focused solely on comparison, making the code easier to understand and maintain. This principle avoids tangled or scattered concerns in the design.

In summary, the **Comparable interface** in Java provides a way to define a natural ordering for objects, facilitating sorting and promoting code reuse. Proper use of interfaces supports **loose coupling**, **separation of concerns**, and **minimalistic, cohesive designs**.

## 3.3

**Main Points:**

1. **Class Diagrams**:
   * Class diagrams represent the **static (compile-time)** view of a software system, focusing on **types** and their **relationships**.
   * They are useful for showing how types are defined and related but are not ideal for capturing **run-time properties** of the code.
2. **Purpose of UML Diagrams**:
   * UML diagrams are **models** that capture the essence of design decisions, not an exact translation of code.
   * They are used to simplify and visualize key design concepts without including every detail.
3. **Key Concepts in UML Class Diagrams**:
   * **Aggregation, Association, Dependency**: These represent different types of relationships between classes.
   * **Navigability**: Shows how objects of one type can access objects of another, which can be **unidirectional**, **bidirectional**, or **unspecified**.
4. **Class Attributes and Methods**:
   * **Attributes**: The Card class doesn't list attributes for aRank and Suit since they are represented as **aggregations** to Rank and Suit types.
   * **Methods**: The Card class’s methods (constructors and accessors) are omitted to avoid clutter. It's not wrong to include them, but they don't add significant insight.
5. **UML Limitations**:
   * UML doesn't have a straightforward way to indicate the **absence** of members (fields or methods). Notes are used to clarify such details.
   * Representing **generic types** can be tricky, as it might make more sense to show the **type parameter** (e.g., Comparable<T>) or the **type instance** (e.g., Comparable<Card>).
6. **Static vs. Non-static Members**:
   * UML tools often lack a way to distinguish between static and non-static members. In some tools (like JetUML), the keyword static is prefixed to static methods to indicate their status.
7. **Cardinality in UML**:
   * **Cardinality** indicates the number of instances involved in a relationship, e.g., a deck might aggregate **0 to 52** instances of Card.
   * Cardinalities include specific numbers (e.g., 1), wildcards (e.g., \* for zero or more), and ranges (e.g., M..N).

These points summarize how UML class diagrams help represent design concepts, their limitations, and how to convey key relationships and structure in software design.

## 3.4

Here’s a summary of the main points:

1. **Interface Subsets**: An interface type often defines only a subset of the operations for the classes implementing it. For example, the Comparable interface defines comparison behavior, but Card may have additional methods like getSuit() and getRank().
2. **Challenges with Switching Comparison Strategies**: Using global variables to switch comparison strategies within the compareTo method is a bad design (an anti-pattern). It degrades code clarity and violates separation of concerns.
3. **Comparator Interface**: The solution is to use the Comparator<T> interface, which has a compare(T pObject1, T pObject2) method for comparing two objects. It allows flexible sorting strategies without modifying the original class.
4. **Comparison Using Comparator**: The Comparator interface allows defining multiple sorting strategies, like a "RankFirstComparator" or "SuitFirstComparator". These comparators can be passed to methods like Collections.sort().
5. **Function Objects**: Comparators are often referred to as function objects because they implement a single method (compare), making them a straightforward and reusable piece of logic.
6. **Accessing Private Members**: If a comparator needs access to private members of the class it compares, it can be defined as a nested class within the class being compared, or as an anonymous class, or using lambda expressions for conciseness.
7. **Lambda Expressions**: Lambda expressions can be used to define comparators in a more concise way, avoiding the need for named classes and methods, making the code cleaner.
8. **Factory Methods**: A static factory method can be used to create comparators. This approach helps encapsulate comparator logic and ensures good design.
9. **Storing Data in Comparators**: There is a question of whether comparators should store data. For example, a UniversalComparator could store an enumerated value that specifies the sorting criterion (e.g., rank or suit), but this could complicate the design.

In summary, using the Comparator interface improves flexibility and maintainability when sorting objects by different criteria, and it can be implemented in various ways, including using lambda expressions or factory methods for better design and encapsulation.

3.5  
Here’s a summary of the main points:

1. **Accessing Encapsulated Objects**: When designing data structures, it's important to provide access to internal objects (e.g., cards in a deck) without violating information hiding principles.
2. **Initial Solution**: One approach is to return copies of the internal data (e.g., a copy of the list of cards), but this can subtly expose implementation details like how data is stored.
3. **Iterator Concept**: A better solution is to use an iterator, which allows client code to access and iterate over the internal objects without exposing the internal structure. Java provides the Iterator interface with methods hasNext() and next().
4. **Iterator in Deck Class**: By implementing the Iterator interface in the Deck class, we can return an iterator to iterate over the cards in a deck, hiding the internal structure of the deck.
5. **Iterable Interface**: To generalize iteration across different object types, the Iterable<T> interface can be used. This interface provides a single method Iterator<T> iterator(), which allows any object to be iterated over if it implements this interface.
6. **Implementing Iterable in Deck**: The Deck class can implement the Iterable<Card> interface and provide an iterator() method, allowing it to be used in any context that expects an Iterable<Card>, like the enhanced for loop.
7. **Enhanced For Loop**: The enhanced for loop (or foreach loop) works with any Iterable object. For example, iterating over a deck of cards can be done using for (Card card : deck).
8. **Iterator Implementation**: Instead of manually creating an iterator, the Deck class can delegate the iteration to an existing iterator from a List<Card>. This keeps the design simple and reuses the list's iterator.
9. **Encapsulation and Iterator**: Using List<Card>’s iterator can break encapsulation if the iterator’s remove() method is used. To avoid this, one option is to return an iterator from an unmodifiable list.
10. **UML Representation**: Representing the Iterator interface in UML is tricky since the iterator’s concrete class is often unknown or anonymous. The UML stereotype <<anonymous>> can be used to indicate this.

In summary, the iterator design pattern provides a clean way to access encapsulated objects in a data structure without exposing internal details, and using interfaces like Iterable and Iterator in Java enables flexible and decoupled iteration across different object types.

## 3.6

* **Iterators** are tools that let you access objects inside another object without showing how they’re stored.
* This is part of a design idea called the **ITERATOR pattern**.
* The **ITERATOR pattern** lets us go through a collection of objects one by one without revealing how they’re kept inside the container.
* In Java, **Iterable** and **Iterator** are the main tools used to follow the ITERATOR pattern:
  + **Iterable** is for the object that holds the collection (like a list).
  + **Iterator** is for the tool that lets us go through the objects in the collection.
* You can use **Iterable** for the object that holds the items, and **Iterator** for the tool that helps us go through them, making it easy to use Java's **for-each loop**.
* To create an **Iterator**, the easiest way is to use the one already provided by Java tools (like **ArrayList.iterator()**).
* If you need to mix items from different collections or change the order, it’s simplest to create a new collection with the items in the correct order and then use that collection's iterator.

3.7  
Here’s a summary of the main points:

* **Interfaces and polymorphism** promote flexible designs, allowing parts of the code to be easily swapped or changed.
* A key example of this flexibility is the use of **Comparator** in the **Collections.sort(...)** method, which is part of the **STRATEGY design pattern**.
* The **STRATEGY pattern** defines a family of algorithms, encapsulates each one, and makes them interchangeable. This allows algorithms to vary independently from their clients.
* In object-oriented code, algorithms in the same family implement the same interface, making them easy to switch between.
* **STRATEGY pattern** is useful for cases where different algorithms or behaviors need to be selected or switched dynamically.
* Common design questions when applying STRATEGY:
  + Does the strategy need one or multiple methods?
  + Should the strategy method return a value or modify its argument?
  + Does the strategy need to store data?
  + What types should the method parameters and return values have to minimize coupling?
* The **Comparator interface** is a simple example of STRATEGY, allowing different card comparison strategies.
* Using a **UniversalComparator** that changes the comparison strategy based on internal state is not a true STRATEGY, as it changes the strategy by modifying state, not by switching the strategy object itself.

## 3.8

Here’s a summary of the main points:

* **Interfaces** and **polymorphism** help decouple classes from specific implementations, making code more flexible.
* In the **Deck of cards** example, different sorting strategies can be applied using the **STRATEGY pattern**, where the sorting behavior is defined by a **Comparator**.
* A simple approach to setting the **Comparator** in the **Deck** class would be to initialize it directly in the class, but this makes it hard to change the sorting strategy and tightly couples the **Deck** class to a specific implementation of the comparator.
* Another option is to use an **anonymous class** for the comparator, but it still has the same issues of tight coupling and lack of flexibility.
* A better solution is **dependency injection**, where the comparator is passed into the **Deck** class from outside, decoupling the class from any specific comparator.
  + This allows the comparator to be switched easily without changing the **Deck** class code.
  + Example: Deck deck = new Deck(new ByRankComparator());
* **Dependency injection** is a common technique that can be applied in various ways, such as through constructors, factory methods, or setter methods.
* **Constructor-based injection** (as shown in the example) is preferred over setter methods to avoid state management issues.

3.9  
Here are the main points of the text:

* **Interface Segregation Principle (ISP)**: This principle suggests that client code should not depend on interfaces it doesn't need. Interfaces should be specialized and focused on a small, coherent slice of behavior.
* **Example of ISP**: In the case of a Deck of cards, a CardSource interface with just draw() and isEmpty() methods allows for flexibility. If we define a broader interface (like IDeck with methods like shuffle()), client code might be forced to depend on methods it doesn't need.
* **Splitting behavior**: The idea is to separate behaviors into multiple interfaces (e.g., Shufflable for shuffle behavior), allowing for maximum flexibility. This reduces tight coupling between different features.
* **Problem with combining behaviors**: When a client needs multiple behaviors (e.g., Iterable<Card> and CardSource), Java's type system only allows one interface per variable, leading to awkward and potentially unsafe solutions like casting.
* **Using subtyping**: The solution to combining behaviors in a clean way is to use interface inheritance (subtyping). For example, CardSource can extend Iterable<Card>, allowing a single type to provide both behaviors.
* **Real-world limitations**: In practice, Java’s Iterable<T> is a library type and cannot be modified. This makes combining interfaces like CardSource and Iterable<Card> difficult, though it's still theoretically possible.
* **Flexibility in design**: It's important to balance between strict adherence to ISP and practical usage. If two interfaces are often used together in the client code, it might make sense to combine them into one interface.

Chapter 4  
4.1

Here are the main points in enumerated form:

1. **Static Perspective**: Refers to the software system in terms of source code and relationships between elements (e.g., a Deck class with a aCards field). This is a compile-time view and is best represented by source code or class diagrams.
2. **Dynamic Perspective**: Refers to the state of objects during runtime (e.g., the number of cards in a Deck instance at different points). This view represents values and references held by variables during program execution and is typically observed in debuggers. It cannot easily be captured in one diagram.
3. **Complementary Views**: The static and dynamic perspectives are complementary. Sometimes it's better to focus on one perspective, but often both are needed for a full understanding of the system.
4. **Wave-Particle Duality Analogy**: Similar to the duality in physics, where light can be viewed as both a particle and a wave, software design requires sometimes using the static view and sometimes the dynamic view. Neither fully explains software on its own, but together, they provide a complete picture.
5. **Chapter Focus**: This chapter emphasizes understanding important dynamic properties of software.

4.2  
Here is the summary in enumerated points:

1. **Object State**: Refers to the information an object represents at any given moment. It is useful to distinguish between concrete state and abstract state.
2. **Concrete State**: The actual values stored in an object's fields. For example, a Player object may store a score, and its concrete state represents all possible values for the score.
3. **State Space**: The set of all possible concrete states for an object. For objects with reference types, the state space can grow exponentially. For example, a Deck object has a state space of 2.2×10^68 due to the permutations of cards.
4. **Abstract State**: A subset of the concrete state space, focusing on specific characteristics of the object. Abstract states are more practical to consider when designing software, as they simplify the state space.
5. **Meaningful Abstract States**: These are abstract states that reflect characteristics important for the design of a software system. For example, "Non-zero Score" for a Player or "Empty" for a Deck are meaningful abstract states.
6. **Non-Meaningful Abstract States**: Abstract states like "Three Kings" for a Deck are not meaningful because they don't impact the object's usage or functionality in the system.
7. **Stateless vs. Stateful Objects**: Some objects, such as function objects, may not have fields and are considered stateless. Objects that have fields and hold values are stateful.
8. **Mutability and Statefulness**: This chapter focuses on objects that are mutable and stateful, though for immutable objects, the distinction between stateful and stateless is less clear because they only have one state.

## 4.3

Here is a summary of the text in enumerated points:

1. **Purpose of UML State Diagrams**: They represent how objects transition between abstract states in response to external events, providing a dynamic view of a software system.
2. **State Diagram Notation**: The diagram shows abstract states, transitions between them, and annotations describing methods that trigger these transitions.
3. **Deck Class Example**: The diagram models the states of a Deck class (Empty, Complete, Incomplete) and the transitions between these states.
   * **Empty State**: Initial state where the deck has no cards. A transition to the Complete state occurs through the shuffle method.
   * **Complete State**: Represents a shuffled deck. A self-transition through shuffle keeps it in this state. The deck moves to the Incomplete state upon drawing a card.
4. **Actions on Transitions**: Actions can be attached to transitions, describing what happens as a result of the transition (e.g., "remove card from the deck" for the draw event).
5. **Guards on Transitions**: Guards (conditions) on transitions specify when an event occurs. For example, a draw event can either keep the deck in the Incomplete state or transition to Empty, depending on the deck’s size.
6. **Final State**: The final state is used to specify if an object must be in a certain state at the end of its lifetime. However, many objects can end in any state, making the final state element unnecessary.
7. **Impact on Design Decisions**: State diagrams help evaluate design decisions by showing how they affect the complexity of the abstract state space. Combining deck initialization and shuffling into one state simplifies the state space.
8. **Systematic Exploration**: State diagrams support systematic exploration of object behavior by considering all possible states and transitions, helping to identify overlooked paths (e.g., shuffling an incomplete deck).
9. **Incorrect Use of State Diagrams**: State diagrams should not be used to model data flow (with states representing processing and arrows showing data flow). States should be named as abstract states, not actions or verbs.
10. **Similarity to DFAs**: State diagrams resemble deterministic finite automata (DFA) in modeling stateful phenomena, but state diagrams are more abstract and used for software design, testing, and documentation. DFAs are strict theoretical models for computation.

4.4  
Here is a summary of the text in enumerated points:

1. **Object Life Cycle**: An object's life cycle describes its transition through different abstract states, from initialization to eventual destruction by garbage collection. This life cycle is influenced by the object's design and can be complex.
2. **Complexity in Life Cycle**: As the design of a class grows more complex (with more abstract states), the life cycle of objects from that class becomes harder to understand, and state diagrams may not suffice to fully represent it.
3. **Challenges of Complex Life Cycles**: Objects with complex life cycles are difficult to use, test, and maintain. A good design principle is to minimize the state space to only what is necessary for the object to perform its intended tasks.
4. **Invalid and Useless States**: Some states in the state space may be irrelevant to the software system. For example, an unshuffled deck in a game of Solitaire is not useful. Introducing unnecessary states increases complexity without adding value.
5. **Avoiding Speculative Generality**: Some developers may argue for keeping unnecessary states for potential future use, but the cost in terms of developer time, debugging, and understanding the code often outweighs the speculative benefit.
6. **Unnecessary Stateful Information**: Storing redundant stateful information in instance variables, often for performance reasons or convenience, is a common design mistake. This can unnecessarily complicate the design.
7. **Example of Unnecessary Stateful Information**: In a Deck class, caching the size of the deck (e.g., storing it in a field) may seem efficient, but it introduces unnecessary complexity. The performance gain from this change is often insignificant compared to the loss in code simplicity.
8. **Trade-off Between Time and Space**: The decision to store redundant information for performance optimization (e.g., caching the size of a deck) is a trade-off between time (faster access) and space (more memory). In most cases, the time savings are not significant enough to justify the extra memory and complexity.
9. **Convenience and Redundant Information**: Storing redundant information for convenience (e.g., when a value is difficult to compute) is another bad practice. Information should only be stored if it contributes meaningfully to the object’s intrinsic value.
10. **Temporary Field Antipattern**: Storing redundant information that is not crucial to the object’s primary role can lead to the **Temporary Field** antipattern, which introduces unnecessary complexity and reduces code clarity.

## 4.5

Here is a summary of the text in enumerated points:

1. **Problem with null in Programming Languages**: In languages like Java and C++, the null value indicates the absence of a value for reference type variables, which can lead to problems such as NullPointerException when attempting to dereference a null reference.
2. **Inherent Ambiguity of null**: null references are ambiguous and can be interpreted in several ways:
   * As a temporarily uninitialized variable.
   * As an incorrectly initialized variable due to an overlooked code path.
   * As a flag indicating the absence of a value in the object's life cycle.
   * As a flag requiring special interpretation.
3. **Avoiding null References**: To prevent expanding and complicating an object's state space, it's recommended to design classes without using null references. This reduces ambiguity and the risk of bugs associated with null dereferencing.
4. **Design Without Null References**: If a class can be designed so that a variable always has a value (e.g., non-null Rank and Suit for a Card), it is best to enforce this and avoid null references. This can be achieved through input validation or design by contract.
   * **Input validation**: Check for null values and throw an exception if found.
   * **Design by contract**: Use preconditions to stipulate that variables cannot be null.
5. **Modeling Absent Values**: Sometimes, the domain model requires representing the absence of a value, such as in the case of a "joker" card that has no rank or suit. Several strategies can be used to handle this:
   * **Null references**: Risk of NullPointerException.
   * **Bogus values**: Assigning meaningless values (e.g., Ace of Clubs), which can cause confusion and bugs.
   * **Special values in enumerated types**: Adding a value like INAPPLICABLE to an enum (e.g., Rank and Suit), which can lead to inconsistencies and off-by-one errors.
6. **Better Solutions for Absent Values**: Two solutions can avoid the problematic use of null references:
   * **Optional Types**: Use Optional<T> to represent a variable that may or may not have a value, making it explicit whether the value is present. The Optional.empty() method represents the absence of a value.
     + Use Optional.of(value) for non-null values.
     + Use Optional.ofNullable(value) for values that may be null.
   * **Unwrapping Optional**: Either change the class interface to return Optional<T>, or unwrap Optional in getter methods to preserve the interface while ensuring safety.
7. **NULL OBJECT Design Pattern**: The **NULL OBJECT** pattern uses a special object to represent the absence of a value. This pattern is based on polymorphism and is applicable when a type hierarchy is available. For example, a NullCardSource object could represent an unavailable CardSource:
   * **Polymorphism**: A NullCardSource behaves like any other CardSource object, simplifying client code.
   * **isNull() method**: This method can be used to check for the null object, but in practice, it might be unnecessary if all code already checks for emptiness.
8. **Efficient NULL OBJECT Implementation**: In Java 8, the NULL OBJECT can be implemented with a default method in an interface to avoid modifying all subclasses. Using an anonymous class, a constant NULL object can be created, which avoids the need for a separate NullCardSource class. This approach leverages polymorphism without creating extra classes.
9. **Practical Considerations**: By using the NULL OBJECT pattern, client code can handle absent values without needing special checks, making the design cleaner and avoiding edge cases like null dereferencing.

4.6  
Here is a summary of the text in enumerated points:

1. **Principle of Minimizing Abstract State Space**:
   * When designing a class, it's important to minimize the abstract state space of objects, which means limiting the number of possible values that the fields of an object can take.
   * For example, a well-designed Deck class should have only a few meaningful abstract states (e.g., three states, not ten).
2. **Limiting Field Updates**:
   * To minimize the abstract state space, it's essential to limit how fields can be updated throughout the object's life cycle.
   * One way to do this is to prevent changing the value of a field after initialization, ensuring that the field remains constant.
3. **Using the final Keyword**:
   * The final keyword in Java is used to mark a field as constant after it is initialized, ensuring that it can be assigned a value only once.
   * Example: In the Card class, declaring aRank and aSuit as final makes the fields immutable after they are initialized.
4. **Effect of final on Field Reassignment**:
   * Once a field is marked final, it cannot be reassigned, and any attempt to do so will result in a compilation error.
   * This effectively makes objects immutable by ensuring that the field values do not change.
5. **Impact of final on Reference Types**:
   * For reference types, final prevents reassignment of the reference, but does not prevent modification of the object being referenced if it is mutable.
   * Example: In the Deck class, the aCards field is final, meaning it always refers to the same ArrayList, but the contents of that list can still be modified (e.g., adding cards).
6. **Final Local Variables**:
   * Local variables (including method parameters) can also be declared final, but this is less common and generally less necessary.
   * The primary use case for marking a local variable final is to make it clear that it should not be reassigned, especially in long or complex methods where the intent might not be clear.
7. **Final Local Variables in Complex Methods**:
   * Declaring a local variable final can improve clarity in complex methods, making it explicit that the variable should not be reassigned.
   * However, this should be used sparingly, as well-designed methods tend to be short and simple, and overly long methods are considered an antipattern.

4.7  
Here is a summary of the text in enumerated points:

1. **Identity of Objects**:
   * Identity refers to the unique reference or memory location that represents a particular object, even if it's not stored in a variable.
   * In modern programming environments, object identity is abstracted, and tools like IDEs provide handles (e.g., object IDs in Eclipse) to represent object identity.
2. **Object Identity in Programming**:
   * Object identity is tied to references or pointers to the object. For example, two Card objects can have different identities even if they represent the same card (e.g., Ace of Clubs), because they are separate objects in memory.
3. **Equality of Objects**:
   * Equality refers to the concept of two objects being considered equal despite possibly being distinct objects. This needs to be defined by the programmer, as the default equality is based on identity.
   * For simple objects, equality might be based on whether all fields have the same values, but for complex objects, equality might depend on other factors (e.g., the same elements in a set, despite internal order differences).
4. **Overriding equals() Method**:
   * Java allows developers to define what it means for two objects of a class to be equal by overriding the equals(Object) method.
   * The default equals() method compares objects by identity, but this can be customized to compare field values or other criteria.
   * Example implementation of equals() for Card class: it compares the rank and suit fields to define equality.
5. **Hash Code Consistency**:
   * When overriding equals(), it is crucial to also override the hashCode() method.
   * The hashCode() method must return the same result for two objects that are considered equal by equals(). This is important for correct behavior in data structures like collections.
6. **Uniqueness of Objects**:
   * Uniqueness ensures that no two distinct objects are considered equal, meaning there is only one instance of each object in a given context.
   * If objects are guaranteed to be unique, equality becomes equivalent to identity, and objects can be compared using the == operator.
   * Achieving strict uniqueness is difficult in Java due to features like metaprogramming and serialization, but design patterns and careful avoidance of these features can help ensure practical uniqueness in many cases.

## 4.8

Here is a summary of the FLYWEIGHT pattern in enumerated points:

1. **Purpose of the FLYWEIGHT Pattern**:
   * The FLYWEIGHT pattern is used to manage collections of low-level, immutable objects.
   * It helps ensure object uniqueness, especially when instances of a class are heavily shared in a system (e.g., Card objects in Solitaire).
2. **Core Idea of FLYWEIGHT**:
   * The key idea is to control the creation of objects of a class (called the flyweight class) to ensure that duplicate objects do not exist.
   * Flyweight objects are managed through an access method that either returns an existing object or creates a new one if it doesn’t exist.
3. **Components of FLYWEIGHT**:
   * **Private constructor**: Prevents client code from creating instances of the flyweight class.
   * **Static flyweight store**: A collection of flyweight objects, often implemented as a static field.
   * **Static access method**: Ensures only one unique instance of each flyweight object is created or retrieved by checking the store.
4. **Example with Card Class**:
   * A non-flyweight version of Card allows distinct but equal instances.
   * To implement flyweight, the constructor is made private, preventing arbitrary creation of Card instances.
   * A static 2D array (CARDS) is used to store the flyweight objects, where each card is indexed by its rank and suit.
5. **Flyweight Store Implementation**:
   * The store is initialized in a static block, pre-populating the collection of cards.
   * A simple access method get() retrieves the unique card instance based on rank and suit.
   * The method is static since the store is static, ensuring it is accessed without needing an instance of Card.
6. **Flyweight Factory**:
   * The combination of the flyweight store and the access method is referred to as the flyweight factory.
   * The access method ensures that flyweight objects are not duplicated, and only one instance of each unique object is created.
7. **Identification Key for Flyweight Objects**:
   * The identification key for accessing a flyweight object (e.g., rank and suit for Card) should be unique and cannot be the object itself.
   * A flawed example would involve using the object instance as the key, leading to an infinite cycle.
8. **Pre-initialization vs. Lazy Initialization**:
   * Flyweight objects can either be pre-initialized (as in the example with 52 playing cards) or lazily created when requested.
   * In the lazy initialization approach, the access method checks if an object exists; if not, it creates it based on the key.
9. **Immutable vs. Mutable Flyweights**:
   * The FLYWEIGHT pattern is especially useful for managing immutable objects.
   * While it can be applied to mutable objects, this can be error-prone, as the mutable state might inadvertently affect object identity.
   * It is crucial that the immutable part of the flyweight objects’ state (defining identity) cannot be changed.

## 4.9

Here’s a summary of the SINGLETON design pattern in enumerated points:

1. **Purpose of the SINGLETON Pattern**:
   * Ensures that only one instance of a class exists throughout the execution of the program.
   * Useful when managing a single object that holds state or information needed by various parts of the code (e.g., game state in a card game).
2. **Solution Template for SINGLETON**:
   * **Private constructor**: Prevents clients from creating multiple instances of the class.
   * **Global variable**: Holds a reference to the single instance of the singleton object.
   * **Accessor method**: Typically called instance(), returns the singleton instance (this method is optional if the instance is a public constant).
3. **Example Implementation**:
   * A singleton GameModel class in a card game might look like:
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1. **Difference from FLYWEIGHT**:
   * The SINGLETON pattern ensures a **single instance** of a class, while FLYWEIGHT ensures **unique instances**.
   * Singleton objects are typically **stateful and mutable**, whereas flyweight objects are usually **immutable**.
2. **Common Mistake in Implementing SINGLETON**:
   * Storing a reference in a static field (INSTANCE) without preventing independent object creation.
   * This leads to misleading usage, where users might assume there is only one instance when there could be more.
3. **Private Constructor or Enum for Singleton**:
   * The **private constructor** is the classic approach to enforce the singleton constraint.
   * **Using an enum** for singletons is an alternative (as suggested in *Effective Java*), but can be confusing because enums are meant for finite sets of values, not singleton instances.
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1. **Challenges with Singleton Pattern**:
   * **Global instance**: Singletons can be accessed from anywhere, making them prone to misuse and leading to high coupling in the code.
   * **Testing difficulties**: Since singletons control their lifecycle and persist throughout the application's lifetime, they are difficult to replace or mock in tests.
2. **Alternatives to SINGLETON**:
   * **Dependency injection** is a common alternative to Singleton for managing unique objects, though it doesn't prevent multiple instances by itself.
   * **Methodical programming and documentation** can help enforce the singleton constraint in dependency injection scenarios.
3. **Evaluating the Need for SINGLETON**:
   * It is important to recognize when only one instance of a class should exist and evaluate whether a Singleton or another strategy (e.g., dependency injection) is more appropriate.
   * In some cases, the Singleton might be the best solution, but other strategies should be considered depending on the context.

## 4.10

Here’s a summary of the concepts related to nested classes, inner classes, and anonymous classes in Java:

1. **Types of Nested Classes**:
   * **Static Nested Classes**: Not linked to an outer instance, mainly used for encapsulation and code organization.
   * **Inner Classes**: Declared within another class and provide behavior involving an instance of the enclosing class.
     + **Anonymous Classes**: A subclass with no explicit name, typically used for function objects or callbacks.
     + **Local Classes**: Similar to anonymous classes but have a name and can be defined within a method.
2. **Inner Classes and State**:
   * Inner classes have an implicit reference to the outer class instance, known as the **outer instance**.
   * Example: In the Deck and Shuffler classes, the inner class Shuffler maintains a reference to the outer class Deck via Deck.this.
   * **Accessing Outer Class**: The inner class can access the methods and fields of the outer class using Deck.this.
   * Example:
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1. **Design Implications of Inner Classes**:
   * The inner class contributes to the state space of the outer class.
   * Proper design ensures that the abstract state of inner classes represents the state of the outer class without introducing unnecessary complexity.
   * **State management**: Inner classes can maintain additional state (like aNumberOfShuffles in the Shuffler example).
2. **Static Nested Classes**:
   * Unlike inner classes, **static nested classes** do not have a reference to the outer instance.
   * They are typically used for **encapsulation** or **organization** without linking to an outer class’s instance.
3. **Anonymous Classes**:
   * Anonymous classes are often used for implementing **function objects** or **callbacks**.
   * They can refer to local variables in the method from which they are created, even though the lifecycle of the anonymous class is independent of the method.
4. **Closure in Anonymous Classes**:
   * In Java, when an anonymous class accesses local variables of the enclosing method, Java **captures** those variables and stores them in fields within the anonymous class.
   * This mechanism allows the anonymous class to "close over" local variables, preserving their values after the method exits.
   * Example of a factory method with an anonymous class:
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1. **Handling Local Variables**:
   * When the anonymous class uses local variables from the enclosing method, those variables are copied into fields within the anonymous class.
   * **Closure**: The technique where a method's local variables are captured and referenced in the anonymous class.
2. **Restrictions on Variable Reassignment**:
   * Java prevents **reassigning** variables from the enclosing scope within anonymous classes to avoid unexpected behavior, ensuring stable references to local variables.

This summary highlights key aspects of how nested, inner, and anonymous classes work in Java, including their state management and lifecycle implications.

# Chapter 5

## 5.1

Here’s a summarized list of the key points regarding software quality, unit testing, and related concepts:

1. **Software Quality Problems**:
   * Bugs often arise when code doesn’t behave as expected, and programmers remain unaware of the mismatch between expectations and reality.
   * Example: A bug in JetUML caused the directory structure to disappear because of a flawed conditional statement in the code.
     + Issue: The code was incorrectly filtering directories from the file chooser, while directories should have been included.
     + Fix: Changing logical operators to allow directories to appear in the chooser.
2. **Unit Testing**:
   * **Definition**: Unit testing involves testing small parts of the code (unit under test, UUT) in isolation.
   * **Purpose**: Detects issues by comparing the test results against an expected result (oracle).
   * **Structure**: A unit test involves executing the UUT with input data and checking if the output matches the oracle (expected result).
3. **Unit Under Test (UUT)**:
   * A UUT can be a method, class, initialization statement, or specific path in the code.
   * Example: Testing the Math.abs(5) method, where the UUT is Math.abs(int), the input data is 5, and the oracle is 5.
4. **Implicit Arguments in Unit Testing**:
   * When testing instance methods, remember that the instance itself (implicit argument) also affects the behavior.
   * Example: The sameColorAs(Suit) method in the Suit enum compares the color of two suits based on their order.
     + Test Case: CLUBS.sameColorAs(HEARTS) verifies if the method works as expected.
5. **Exhaustive Testing**:
   * Exhaustive testing involves testing all possible input combinations. For example, testing all pairs of suits for the sameColorAs method in the Suit enum.
   * Exhaustive testing is often impractical, especially in large or complex systems.
6. **Regression Testing**:
   * Unit tests not only help detect bugs in new code but also verify that previously tested behavior still works after changes (e.g., when the order of the suits changes).
   * A failed test after code changes indicates that the assumptions of the code have been violated, highlighting the risk of introducing bugs.
7. **Limitations of Unit Testing**:
   * Unit testing cannot guarantee code correctness; it only confirms that the specific test case passes as expected.
   * Unit testing is not a complete verification technique and cannot cover all possible scenarios.
   * Additional techniques and practices are required to ensure comprehensive code correctness.

This summary outlines the primary concepts of unit testing, its limitations, and its importance in detecting bugs and verifying code behavior.

## 5.2

Here’s a summarized list of the key points regarding unit testing frameworks, specifically JUnit:

1. **Automation of Unit Testing**:
   * Unit testing is typically automated, and to automate testing, developers write code that tests other code.
   * Unit testing frameworks support this automation by handling mundane tasks like collecting tests, running them, and reporting results.
2. **Key Constructs in Unit Testing Frameworks**:
   * **Test Cases**: Individual tests that are executed to verify specific functionality.
   * **Test Suites**: Groups of related test cases that are run together.
   * **Test Fixtures**: Setups needed before running the tests (e.g., initializing test data).
   * **Assertions**: Methods used to verify that the code under test produces the expected result.
3. **JUnit Framework**:
   * JUnit is the dominant unit testing framework for Java.
   * It provides tools for writing structured tests and automating the execution of those tests.
4. **JUnit Test Method Structure**:
   * In JUnit, unit tests are mapped to methods annotated with @Test.
   * Example code:
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Description automatically generated](data:image/png;base64,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)

* + The @Test annotation marks methods as unit tests to be run by the framework.

1. **Assertions in JUnit**:
   * Assertions, like assertEquals(), are used to verify that the code behaves as expected.
   * If an assertion fails (i.e., the predicate is false), the test fails.
2. **JUnit Test Runner**:
   * JUnit includes a test runner, which scans input code, identifies the tests, executes them, and reports the results.
   * The test runner provides feedback on whether tests passed or failed.
3. **Handling Test Failures**:
   * Example of a failed test in JUnit:
     + A test verifying Math.abs(Integer.MIN\_VALUE) failed, because the absolute value of Integer.MIN\_VALUE does not equal Integer.MAX\_VALUE due to physical constraints.
     + This behavior is documented in the Javadoc for Math.abs().
4. **Bug Detection and Corner Cases**:
   * Unit tests are useful not only for detecting bugs but also for uncovering edge cases or corner cases that may be overlooked.

This summary highlights the key concepts of using JUnit for unit testing, including how tests are structured, executed, and reported.

## 5.3

1. **Test Suite Definition**: A test suite is a collection of tests for a project. By default, it includes all unit tests for the production code.
2. **Subset of Tests**: There may be times when only a subset of tests should be run, such as focusing on a specific feature or saving time.
3. **Mechanisms for Subset Execution**: Unit testing frameworks like JUnit allow developers to define arbitrary test suites or run subsets of tests. For example, JUnit provides a @Suite construct to list test classes for execution together.
4. **JUnit Integration with IDEs**: The JUnit plugin for the Eclipse IDE enables running tests for a specific package or even a single test class.
5. **Test Suite Design Focus**: The chapter primarily focuses on writing tests rather than on executing them, as test execution is somewhat independent from the test design process.
6. **Organizing Test Suites**: A common approach for organizing tests in Java is to have one test class per project class, with each test class collecting tests related to the class or its methods.
7. **Test Code Organization**: It is a standard practice to place test code in a separate source folder, with a package structure mirroring that of the production code.
8. **Package Scope and Access**: In Java, classes within the same package can access non-public (but non-private) members of each other, even if they are located in different file system directories. This allows tests to access the production code’s non-public members while maintaining separation.

## 5.4

Here is the summary in enumerated points:

1. **Metaprogramming in Unit Testing**:
   * Unit testing frameworks like JUnit use metaprogramming to detect and run test methods automatically.
   * This is done through annotations (e.g., @Test) which mark methods as tests.
   * Metaprogramming refers to writing code that manipulates or operates on other code, which is essential for test automation.
2. **Reflection in Java**:
   * Java’s metaprogramming feature is called **reflection**. It is used to inspect and manipulate code at runtime.
   * The **Class** class in Java provides access to metadata about classes, methods, and fields.
   * Reflection can be used to obtain class references, invoke methods, and modify field values dynamically.
3. **Introspection**:
   * Introspection is the process of obtaining information about a class or method in a program using reflection.
   * **Class.forName()**, **Card.class**, and **getClass()** are examples of methods used to obtain class references.
   * Class literals (e.g., **Card.class**) are less error-prone and can be used when the class type is known at compile time.
4. **Program Manipulation**:
   * Reflection allows manipulation of program behavior, such as changing field values, invoking methods, and creating new instances.
   * **getDeclaredConstructor()**, **setAccessible(true)**, and **newInstance()** allow access to private members and the creation of new objects despite access restrictions.
5. **Metaprogramming for Tests**:
   * Metaprogramming techniques can be used to facilitate writing and executing tests by manipulating code elements (e.g., fields, methods).
   * Example: Changing the value of a private field (rankField.set(card, Rank.ACE)) using reflection to modify a class instance during a test.
6. **Program Metadata with Annotations**:
   * Java supports adding metadata to code elements using **annotations**. For example, **@Test** is used to mark test methods in JUnit.
   * Annotations provide structured, type-checked metadata that can be accessed by the compiler, IDEs, and testing frameworks.
   * Annotations can be accessed using reflection and are a safer, more reliable alternative to using comments for metadata.
7. **Advantages of Annotations**:
   * Annotations are type-safe and checked by the compiler, ensuring consistent application of metadata (e.g., marking test methods).
   * They provide a structured way to attach metadata to code, unlike unstructured comments, reducing human error.
8. **Accessing Annotations through Reflection**:
   * Annotations can be read and manipulated via reflection, allowing tools to inspect and act on the metadata attached to code.

This summary highlights key concepts around metaprogramming, reflection, and annotations as they relate to unit testing in Java.

## 5.5

Here is a summary in enumerated points of the given text:

1. **Unit Testing Challenges**: Writing unit tests for non-trivial classes is a creative process and there is no standard formula for writing them. Different open-source communities follow different styles and techniques for testing.
2. **Basic Principles of Unit Tests**:
   * **Fast**: Unit tests should execute in a few seconds to be useful. Tests should avoid long-running operations like device I/O or network access.
   * **Independent**: Each test should be able to run in isolation, without depending on other tests. Test independence is essential as test suites evolve.
   * **Repeatable**: Unit tests should produce the same results regardless of the environment, without relying on environment-specific properties.
   * **Focused**: Tests should focus on small parts of code, ideally checking a single input on a single method call to make debugging easier.
   * **Readable**: Test code should be easy to read and understand, with clear identification of the unit under test, input data, and expected results.
3. **Example Unit Test**:
   * A method canMoveTo of the class FoundationPile is tested for the case when the pile is empty. The test ensures that an Ace can be moved to an empty pile, but a Three cannot.
   * The test is fast, independent, repeatable, focused, and readable.
4. **Test Coverage and Duplication**:
   * The initial test only covers a single case (empty pile). To improve coverage, another test is added for when the pile is not empty and the card is of the same suit.
   * The test code starts to duplicate the creation of the FoundationPile and Card objects, which is inefficient.
5. **Test Fixture**:
   * To avoid code duplication, commonly used objects can be declared as fields in the test class, known as a test fixture. This practice avoids repeated initialization code in each test method.
   * JUnit 5 automatically ensures that a fresh version of the test class is instantiated before each test method, preserving test independence.
6. **Improved Version Using Test Fixture**:
   * The test class is refactored to use a test fixture, with common Card objects stored as static fields and the FoundationPile instance as a regular field.
   * This approach avoids code duplication and improves test readability while maintaining test independence. However, using a fixed variable name for the pile (e.g., aPile) may reduce flexibility in naming but still maintains clarity.
7. **Benefit of Test Fixture**:
   * Using a test fixture improves code organization and readability, though it may slightly reduce flexibility in naming variables. The trade-off between clarity and flexibility is minimal in this case.

## 5.6

Here is a summary in enumerated points of the given text:

1. **Purpose of Unit Testing**: Unit tests aim to verify that the unit under test behaves as expected. It is important to test only when the input meets the method's preconditions, as testing with invalid input leads to unspecified behavior.
2. **Design by Contract**: When using design by contract, testing code with input that violates the method's preconditions does not make sense. For example, if a method's precondition specifies that the pile should not be empty, testing the method on an empty pile is meaningless.
3. **Example: FoundationPile's peek Method**:
   * The method peek in FoundationPile has a precondition that the pile must not be empty.
   * Testing peek with an empty pile is unnecessary because the behavior is unspecified according to the precondition.
4. **Exception Handling in Methods**: If raising exceptions is part of the method's interface, such as throwing an EmptyStackException when calling peek on an empty pile, this behavior should be explicitly tested.
5. **Test for Expected Exceptions**:
   * When an exception is part of the expected behavior, a test should be written to check that the exception is thrown.
   * JUnit 5 provides the assertThrows method to check for exceptions. This method takes the expected exception type and an executable action.
6. **Example of Testing for Exceptions**:
   * The testPeek\_Empty test verifies that calling peek on an empty pile correctly raises an EmptyStackException.
   * This requires an anonymous class to implement the Executable interface, which allows execution of the code expected to cause the exception.
7. **Using Lambda Expressions with assertThrows**:
   * Lambda expressions can simplify the setup for testing exceptions.
   * The testPeek\_Empty\_LambdaExpression test demonstrates the use of a lambda expression to trigger the exception, making the code more compact and readable.

## 5.7

Here is a summary of the given text in enumerated points:

1. **Design Issues in Testing**: Sometimes, to write a unit test, we need functionality not part of the class’s interface (e.g., a size() method). While such functionality may not be necessary for production code, it can be very useful for testing.
2. **Encapsulation and Testing**: It's recommended to maintain the best possible encapsulation in production code. Testing code can work around this constraint, rather than adding unnecessary methods to the class’s interface.
3. **Workaround for Missing Functionality**: A common solution to test functionality not exposed in the interface is to create helper methods within the test class. For example, a size() method can be created in the test class to check the number of cards in a FoundationPile without modifying the class interface.
4. **Testing Private Methods**: The question of how to test private methods is debated. There are two common perspectives:
   * **Indirect Testing**: Private methods should not be tested directly, as they are internal parts of other accessible methods. Their behavior is tested by calling public methods that use them.
   * **Direct Testing**: Private methods can sometimes be tested separately, especially when they perform valuable and isolated tasks. This is more acceptable when the method's logic is clear and doesn’t depend too heavily on the internal structure of the class.
5. **Bypassing Private Method Access Restrictions**: If testing a private method directly is necessary, it can be done using metaprogramming techniques like Java’s reflection API to bypass access restrictions.
6. **Example of Testing a Private Method**:
   * If FoundationPile has a private method getPreviousCard(), it can be tested by creating a helper method in the test class using reflection. The helper method uses getDeclaredMethod() and setAccessible(true) to invoke the private method.
   * The test class then uses this helper method in the test case to check the behavior of the private method (e.g., testGetPreviousCard\_empty()).
7. **Reflection in Test Code**: The test code uses reflection to invoke the private method, making the test look similar to normal test code but with an added step to bypass the private access modifier using metaprogramming techniques.

## 5.8

Here is a summary of the text in enumerated points:

1. **Unit Testing Challenges**: Unit testing aims to test small parts of code in isolation. However, certain factors can complicate this:
   * When a piece of code triggers a large amount of other code.
   * When behavior depends on the environment (e.g., system fonts).
   * When the code involves non-deterministic behavior (e.g., randomness).
2. **Example Scenario (Solitaire Application)**: The GameModel class in a simplified Solitaire application has a method tryToAutoPlay() that delegates the task of computing the next move to a strategy object, creating several testing challenges:
   * The strategy might involve complex behavior, making it difficult to test the small part of code in isolation.
   * The strategy may introduce randomness.
   * The specific strategy used by the game is unknown, making it hard to predict results.
   * It's unclear how testing the tryToAutoPlay method differs from testing individual strategies.
3. **Solution - Focus on Delegation**: The core responsibility of GameModel#tryToAutoPlay() is not to compute the next move, but to delegate this task to the strategy. Therefore, the unit test should focus on verifying that the method properly delegates the task, rather than testing the strategy itself.
4. **Using Stubs**: A stub is a simplified version of an object that mimics its behavior enough to support testing. In this case, a stub strategy can be created to simulate the behavior of a real strategy, allowing the unit test to verify that tryToAutoPlay() delegates correctly:
   * The stub strategy implements the PlayingStrategy interface and tracks whether its computeNextMove method is called, while returning a dummy NullMove object.
5. **Test Implementation**:
   * A StubStrategy is defined inside the test class to mimic the behavior of the real strategy.
   * The StubStrategy has a flag aExecuted to track whether the computeNextMove method was called.
   * In the test, a Field object is used with metaprogramming to inject the stub strategy into the GameModel instance.
6. **Verifying the Delegation**:
   * After injecting the stub, the test calls tryToAutoPlay() on the GameModel instance and checks that the computeNextMove method was called by asserting strategy.hasExecuted().
7. **Sophisticated Use of Stubs**: The use of stubs in unit testing can be quite sophisticated, and frameworks exist to support this approach when needed.

## 5.9

Here’s a summarized version of the text in enumerated points:

1. **Test Case Selection Challenge**:
   * Unit testing requires selecting test inputs, but exhaustive testing is often impractical due to the vast input spaces, such as the astronomical number of card arrangements in a deck.
   * The goal is to select a minimal set of test cases that provide maximal coverage of the code.
2. **Test Case Selection Problem**:
   * The main challenge is efficiently selecting test cases that maximize testing coverage with minimal input sets.
   * There's no universally agreed definition of what constitutes sufficient testing, but there is a large body of research and practical experience on the subject.
3. **Approaches to Test Case Selection**:
   * **Functional (Black-box) Testing**:
     + Focuses on testing the UUT based on external specifications, without accessing the source code.
     + Good for revealing specification issues and missing logic.
   * **Structural (White-box) Testing**:
     + Focuses on testing based on the source code’s internal structure.
     + Reveals issues related to implementation details that may not be visible from the specification.
4. **Test Coverage**:
   * Coverage metrics help determine how much of the code is tested.
   * These metrics are used to evaluate the effectiveness of a test suite and can guide where to focus future testing efforts.
5. **Common Coverage Metrics**:
   * **Statement Coverage**:
     + Measures the proportion of executable statements that are run during tests.
     + While simple, it has limitations because it doesn’t account for compound expressions and can miss important code paths.
     + For example, with 67% statement coverage, only some branches of a conditional statement might be tested.
   * **Branch Coverage**:
     + Measures the proportion of decision points (branches) in the code that are executed during tests.
     + Provides a stronger metric than statement coverage because it tests both outcomes of decisions (true and false branches).
     + With the same test cases, 37.5% branch coverage may be achieved, and additional tests could increase this to 87.5%.
   * **Path Coverage**:
     + Measures the proportion of execution paths through the code that are tested.
     + It subsumes most other coverage metrics and provides a close approximation of complete behavior.
     + While conceptually useful, path coverage is often impractical for complex code due to the unbounded number of paths, especially with loops. In the case of canMoveTo, there are five paths, and the two-test suite achieved 80% path coverage.
6. **Benefits of Coverage Metrics**:
   * Coverage metrics help ensure that important parts of the code are tested.
   * Branch coverage is particularly valuable and widely supported by testing tools, as it subsumes statement coverage and is relatively easy to interpret.
7. **Path Coverage in Practice**:
   * Path coverage can provide a more comprehensive understanding of test effectiveness, but its practical use is limited in complex scenarios with loops

# Chapter 6

## 6.1

Here’s a summarized version of the text in enumerated points:

1. **Managing Complexity in Software Design**:
   * A common strategy for managing software complexity is to define larger abstractions in terms of smaller ones, following the divide and conquer approach.
2. **Object Composition**:
   * Object composition involves one object storing references to other objects, assembling separate parts (classes, methods, objects) to create a functional application.
3. **Two Main Uses of Composition**:
   * **Representation**: When an abstraction is a collection of other abstractions (e.g., a deck of cards composed of card instances).
   * **Decomposition (Delegation)**: To break down complex classes into smaller, manageable parts by delegating specific tasks to specialized objects, preventing the creation of "God classes" that are overly complex and violate good design principles.
4. **Delegation and Aggregation**:
   * **Delegation**: Involves an object delegating tasks to another object that handles a specific function, promoting loose coupling.
   * **Aggregation**: A looser form of composition where one object holds references to other objects that provide services to it.
5. **Transitive Property of Composition**:
   * Composition is transitive: an object composed of other objects can itself be a component or delegate of a parent object, forming complex aggregates from simpler components.
6. **Representation vs. Delegation**:
   * It's important to distinguish between using composition for representation (essential parts of the aggregate object) and delegation (service providers for the aggregate object). However, these purposes are not mutually exclusive and often overlap.
7. **Example of GameModel Class**:
   * In the Solitaire example, the GameModel class aggregates instances like Deck, CardStack, Foundations, and Tableau.
   * Instead of having a Deck class directly handle all card operations, CardStack provides a narrow interface for managing stacks of cards.
8. **Using Composition to Avoid Complexity**:
   * Instead of managing all aspects within a single class (which could become overly complex), the design delegates specific tasks to other classes (e.g., Tableau handles determining card visibility in the tableau).
9. **UML Representation**:
   * Composition in UML is typically represented with a diamond on the class that holds the reference to other objects. The distinction between aggregation (white diamond) and composition (black diamond) is often debated, and the author opts to use only the white diamond for both.
10. **Challenges of Composition**:

* While object composition can improve design, unprincipled use of composition can lead to overly complex code. It’s important to use design patterns and structured design plans to maintain clarity and organization.

1. **Goal of Using Composition**:

* The goal is to develop the skill of using composition strategically, according to a clear and rational design plan, to manage complexity effectively.

## 6.2

Here’s a summarized version of the text in enumerated points:

1. **Goal of Composition**:
   * In situations where groups of objects need to behave like a single object, composition provides a solution. For example, in a card game, multiple sources of cards can be treated as a single unified source.
2. **CardSource Interface**:
   * The CardSource interface defines methods for drawing a card and checking if the source is empty, enabling polymorphic behavior for different types of card sources.
3. **Static Class Definitions**:
   * Initially, different card source configurations can be defined using multiple classes (e.g., Deck, MultiDeck, FourAces). However, this leads to problems:
     + **Combinatorial Explosion**: Too many class definitions for each possible configuration.
     + **Clutter**: Code becomes unnecessarily cluttered with classes that may be rarely used.
     + **Rigidity**: It's hard to handle new configurations that weren’t anticipated at compile-time.
4. **Dynamic Configuration via Composition**:
   * To overcome these limitations, the COMPOSITE design pattern is applied. This allows dynamically combining card sources without requiring static class definitions for every configuration.
5. **COMPOSITE Design Pattern**:
   * **Component**: Represents the common interface (e.g., CardSource).
   * **Leaf**: Implements the CardSource interface (e.g., Deck, FourAces).
   * **Composite**: Aggregates multiple CardSource objects and implements the CardSource interface, allowing it to be treated like a leaf by client code.
6. **Advantages of COMPOSITE**:
   * A composite object can aggregate multiple other objects, including other composites.
   * Client code can interact with composites and leaves in the same way by depending on the common CardSource interface, not concrete types.
7. **Method Implementations for Composite**:
   * In a composite, methods like isEmpty() involve iterating through aggregated elements. For draw(), the method iterates through sources until it finds a card to draw.
   * The composite class ensures the preconditions of methods are met, e.g., draw() assumes isEmpty() returns false.
8. **Adding Components to a Composite**:
   * Components can be added to a composite in two ways:
     + **Using an add method**: Allows modifying the composite at runtime, but adds complexity.
     + **Using a constructor**: Initializes the composite with a list of CardSource objects, avoiding runtime modifications.
9. **Design Considerations**:
   * If the composite does not need to change dynamically, initializing it once via the constructor is often preferred. This leads to a simpler design.
   * The choice between using an add method or constructor depends on whether runtime modifications are necessary.
10. **Practical Aspects**:
    * The location of composite creation in client code and maintaining object graph integrity are critical to the correct application of the COMPOSITE pattern.
    * The structure of the pattern alone is not enough; the object graph must be properly managed to avoid issues like shared or self-referencing objects that can lead to unmanageable behavior.

## 6.3

Here is a summarized version of the text in enumerated points:

1. **Composition in Software Design**:
   * Composition refers to how objects collaborate with each other in software design. It impacts the interactions and method calls between objects.
   * It contrasts with static design decisions, which define how classes depend on each other.
2. **Use of Sequence Diagrams**:
   * Sequence diagrams model the dynamic behavior of a software system, showing how objects interact through method calls during execution.
   * They represent a specific execution, similar to what one might observe while stepping through code in a debugger.
3. **Example: isEmpty() Call on CompositeCardSource**:
   * A sequence diagram is used to model a call to isEmpty() on a CompositeCardSource instance, showing how the method recursively checks its elements.
   * This dynamic behavior cannot be captured in a static class diagram, making sequence diagrams valuable for understanding interactions.
4. **Life Lines and Objects**:
   * Objects in sequence diagrams are represented with life lines, which show the duration of an object’s existence (from creation to garbage collection).
   * The diagram shows interactions between a client and a CompositeCardSource with its component objects, created before the interaction begins.
5. **Message Representation**:
   * Method calls between objects are represented as messages with directed arrows, labeled with the method name and optional arguments.
   * Constructor calls are marked as <<create>>.
   * Activation boxes (thicker white boxes) show when an object’s method is active on the execution stack.
6. **Return Control**:
   * Return control from a method is represented with a dashed directed arrow.
   * Return edges are optional but can aid understanding, especially in complex sequences of messages.
7. **Iterator Pattern Example**:
   * Sequence diagrams can also model patterns like the Iterator pattern.
   * In the case of the Deck class, the iterator() call is delegated to the Stack object, which creates the iterator. The iterator is then returned to the client.
   * Return edges show the flow of the Iterator object and the next() method result.
8. **Representation of Types**:
   * Objects in sequence diagrams can be represented using either their concrete type or one of their supertypes (e.g., using Iterable<Card> for a Deck).
   * For anonymous objects, such as iterators, the interface type is often used.
9. **Modeling Specific Executions**:
   * Sequence diagrams represent specific executions, not all possible executions.
   * They focus on the interactions relevant to the scenario being modeled, omitting irrelevant details like library method calls or variations in execution paths.
10. **Exclusion of Details**:
    * UML sketches generally omit detailed elements like loops, conditionals, asynchronous calls, and insignificant method calls to maintain clarity and focus on the core interactions.

## 6.4

Here is a summarized version of the text in enumerated points:

1. **Need for Extra Features**:
   * Sometimes objects need additional features, such as logging card draws or memorizing drawn cards, without altering the core behavior.
   * Two potential design solutions are considered: specialized classes and multi-mode classes.
2. **Specialized Class Solution**:
   * A separate class is created for each feature, e.g., LoggingDeck for logging card draws, and MemorizingDeck for memorizing drawn cards.
   * This approach lacks flexibility because it doesn’t allow toggling features at runtime, and objects cannot change type dynamically.
3. **Multi-Mode Class Solution**:
   * A single class implements all features and uses a flag to control the mode (e.g., Logging, Memorizing, or both).
   * This solution can toggle features but leads to complex state management and violates principles like separation of concerns, often resulting in a "God Class" with poor extensibility.
4. **Decorator Design Pattern**:
   * The **Decorator** pattern offers a flexible solution, allowing additional features to be added to objects without modifying their core behavior.
   * The pattern involves creating decorator classes that wrap a component, enabling dynamic feature addition without changing the original object.
5. **Decorator Solution Template**:
   * Decorators aggregate objects of the component type (e.g., CardSource) and implement the same interface.
   * They delegate method calls to the wrapped object and add new behavior (e.g., logging or memorizing card draws).
   * Example: MemorizingDecorator delegates the draw action but also stores the drawn card.
6. **Combining Decorations**:
   * Multiple decorators can be stacked together, each adding different features. For example, a deck can be decorated first with MemorizingDecorator, then with LoggingDecorator for combined behavior.
   * The sequence diagram illustrates this delegation process.
7. **Constraints on Decorations**:
   * Decorations must be independent and additive. The Decorator pattern should not remove features but only add new ones.
   * The combination of features should be flexible without complex rules.
8. **Implementation in Java**:
   * In Java, the decorated object should be stored in a final field, ensuring it remains the same throughout the decorator’s lifetime.
   * The decorator should be initialized via the constructor, maintaining consistency.
9. **Identity Change with Decorators**:
   * When an object is decorated, it gains a new identity. A decorated object is not the same as the undecorated one, which could cause issues in systems relying on object identity.
   * This identity change must be carefully considered, especially when equality and identity are critical.

## 6.5

Here is a summarized version of the text in enumerated points:

1. **Co-existence of Decorator and Composite Patterns**:
   * The **Decorator** and **Composite** patterns, though distinct, can co-exist in a type hierarchy.
   * If both patterns implement the same component interface, they can work together to solve design problems based on composition.
2. **Class and Object Diagrams**:
   * A class diagram illustrates a type hierarchy with a leaf, a composite, and two decorators.
   * An object diagram shows an example of both a decorated composite and a composite of a decorated object.
3. **Classic Scenario for Decorator and Composite**:
   * The classic use case for these patterns is in the development of a drawing feature (e.g., for drawing tools or slideshow applications).
   * In this scenario, the component type is a Figure with a draw() method. Leaf classes represent concrete figures like rectangles, ellipses, and text boxes.
4. **Composite Figure Design**:
   * A CompositeFigure supports grouping individual figures into an aggregate, which can itself be grouped with other figures or groups.
   * This grouping allows treating a group as a single figure in the overall structure.
5. **Decorator Figure Design**:
   * The **Decorator** pattern allows enhancing figures by adding additional features, such as a border.
   * The decorator modifies the behavior of the figure by decorating it while still maintaining the core behavior.
6. **Draw Method in Composite and Decorator**:
   * In the **Composite** pattern, the draw() method calls the draw() method of each contained figure:
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* + In the **Decorator** pattern, the draw() method first delegates to the original figure's draw() method and then adds extra behavior (like drawing a border):
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1. **Illustration of Behavior Realization**:
   * The behavior of both patterns' implementations (composite and decorator) is clearly shown through the draw() method in their respective designs.

## 6.6

Here is a summarized version of the text in enumerated points:

1. **Dynamic Structures and Object Identity**:
   * Working with combinations of objects in complex object graphs has implications for object identity and copying designs.
2. **Limitations of Copy Constructors**:
   * Copy constructors work for many cases but are limited in polymorphic designs, where the concrete types of objects are unknown.
   * For example, copying objects in a list of polymorphic types (like CardSource) requires knowing their concrete types, which complicates the process.
3. **Problems with Static Copy Constructor Approach**:
   * Using branching statements to call different constructors for each possible concrete type breaks polymorphism and reduces extensibility. This approach becomes unwieldy when new subtypes are introduced.
4. **Need for Polymorphic Copying**:
   * A polymorphic solution is needed to copy objects without knowing their concrete types.
   * This is achieved by adding a copy() method to the CardSource interface, requiring all subclasses to implement it.
5. **Implementing the copy() Method**:
   * The copy() method allows creating a deep copy of objects without knowing their concrete type.
   * Concrete classes must implement this copy() method to ensure the correct copying behavior for each object type.
6. **Copying Non-Recursive Structures (Deck)**:
   * For non-recursive structures like Deck, the copy() method is simple:

![A screen shot of a computer code
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* + This method uses the CardStack copy constructor to copy the internal structure of the Deck.

1. **Covariant Return Types**:
   * Java 5 introduced **covariant return types**, allowing the return type of copy() to be more specific than the interface's method return type.
   * This avoids unnecessary downcasting when copying objects and allows direct assignment to the concrete type:
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1. **Copying Recursive Structures (Decorators)**:
   * For recursive structures like decorators, the copy() method must be implemented recursively.
   * Example for LoggingDecorator:
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1. **Copying State in Decorators (MemorizingDecorator)**:
   * In a decorator like MemorizingDecorator, both the decorated element and the additional state (aDrawnCards) must be copied:
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1. **Copying Composite Structures (CompositeCardSource)**:

* For composite structures like CompositeCardSource, the copy() method involves copying each element in the composite:
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1. **Polymorphic Copying of All Subtypes**:

* The copy() method supports polymorphic copying of all CardSource subtypes, ensuring the correct behavior for complex object graphs.

## 6.7

Here is a summarized version of the text in enumerated points:

1. **Polymorphic Copying**:
   * Polymorphic copying allows for versatile object creation and can be used in composition-based designs for various purposes.
2. **Polymorphic Instantiation Use Case**:
   * A specialized use of polymorphic copying is polymorphic instantiation, such as creating a fresh CardSource for each new game in a card game scenario.
3. **Challenges with Hard-Coding Types**:
   * Hard-coding the specific type of card source (e.g., new Deck()) works, but limits flexibility, especially if we want to change the type at runtime.
4. **Issues with SWITCH Statement**:
   * Using a SWITCH statement to handle different types breaks polymorphism, reduces extensibility, and complicates the design.
5. **Metaprogramming Solution**:
   * Metaprogramming, such as passing a Class<T> parameter to specify the type of card source, can be used but tends to be fragile and error-prone.
6. **Polymorphic Copying as a Solution**:
   * Instead of hard-coding or using metaprogramming, polymorphic copying can be employed to create new instances by copying a prototype object.
7. **PROTOTYPE Design Pattern**:
   * The PROTOTYPE pattern is useful when the type of object to be created is unknown at compile time.
   * It involves storing a reference to a prototype object and using polymorphic copying to generate new instances.
8. **GameModel Example with PROTOTYPE**:
   * In the GameModel scenario, a CardSource prototype is injected into the class.
   * The newGame() method creates a new CardSource by copying the prototype, avoiding hard-coding or branching.
9. **Dependency Injection**:
   * The prototype is injected into the GameModel via the constructor, and new CardSource objects are created by copying the prototype.
   * A setter method can be added to change the prototype at runtime if needed.
10. **Advantages of the PROTOTYPE Pattern**:

* The PROTOTYPE pattern avoids adding control flow logic (like branching statements) in the client class.
* It uses polymorphism to create objects based on the current prototype, rather than checking the state or using conditionals.

1. **Class Diagram for PROTOTYPE**:

* A class diagram summarizes the solution, showing the client, the prototype (interface), and the products (objects created by copying the prototype).

## 6.8

Here is a summarized version of the text in enumerated points:

1. **Command Concept**:
   * A command represents a cohesive action (e.g., saving a file, drawing a card) and is typically implemented as a method or function in code.
2. **Context for Command Usage**:
   * In sophisticated applications, commands may need to be managed in various ways, such as storing a history of commands for undo/redo, batch execution, or integration with a user interface.
3. **COMMAND Design Pattern**:
   * The COMMAND pattern provides a way to manage commands as objects, with an interface defining an execute() method and possibly additional methods like undo().
4. **Simple Solution Template**:
   * The pattern involves defining command objects with an execute() method, and the client refers to these commands through the command interface.
5. **Challenges in Applying the Pattern**:
   * Several implementation-dependent design choices must be made, including:
     + **Access to Command Target**: How the command accesses the object it modifies (e.g., by storing a reference within the command object or passing it to the execute() method).
     + **Data Flow**: Commands that produce results (like drawing a card) must handle returning the result, as the default void return type does not support this.
     + **Command Execution Correctness**: Ensure that commands execute in the correct order and handle issues like re-executing commands or respecting preconditions.
     + **Encapsulation of Target Objects**: Some operations might not be available through the target object's public interface, requiring additional solutions (e.g., creating a createDrawCommand() method in the Deck class).
     + **Storing Data**: For operations like undoing a command, the state affected by the command (e.g., the drawn card) must be stored for later restoration.
6. **Example Design - Draw Command**:
   * A command to draw a card from the deck is implemented using a factory method in the Deck class. This creates an anonymous class representing the command:
     + execute() draws a card and stores it in a field.
     + undo() pushes the card back onto the deck.
   * The command is executed and undone using the execute() and undo() methods.
7. **Code Example**:
   * The Deck class creates a createDrawCommand() method, which returns a command that draws a card and stores it for potential undoing:

![A screenshot of a computer code
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1. **Command Execution and Undo**:
   * The command can be executed and undone in the following way:
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Description automatically generated with medium confidence](data:image/png;base64,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)

* + The command object retains a reference to the Deck instance, allowing the execute() and undo() methods to interact with the deck's state.

1. **Benefits of Using Command Objects**:
   * Using command objects provides flexibility in how and when commands are executed, enabling advanced features like undo/redo, history tracking, and batch processing.

## 6.9

Here is a summarized version of the text in enumerated points:

1. **Aggregation and Delegation Chains**:
   * Software designs using aggregation often lead to long delegation chains between objects, where each object delegates functionality to another.
   * Example: A GameModel object manages four piles of cards through the Foundations class, which in turn holds references to four CardStack instances.
2. **Delegation for Adding Cards**:
   * A design may require the GameModel to manage the entire process of adding a card to a pile by navigating through the delegation chain.
   * Example: The GameModel calls aFoundations.getPile(FIRST).getCards().add(pCard) to add a card to a pile.
3. **Violation of Information Hiding**:
   * This design violates the principle of information hiding by requiring GameModel to understand and navigate the delegation chain (e.g., accessing getPile() and getCards()).
   * The design exposes too much of the internal structure of intermediate classes like Foundations and CardStack.
4. **MESSAGE CHAIN Antipattern**:
   * This design pattern can lead to the **MESSAGE CHAIN** antipattern, where methods rely on long chains of method calls to access data or functionality, breaking encapsulation.
5. **Law of Demeter**:
   * The **Law of Demeter** is a design guideline that recommends methods should only access:
     + Instance variables of the implicit parameter.
     + Arguments passed to the method.
     + Any new objects created within the method.
     + (If needed) globally available objects.
   * This helps avoid the problems associated with message chains.
6. **Improving the Design**:
   * To adhere to the Law of Demeter, intermediate classes in the delegation chain should provide the full service needed by the client, rather than exposing internal objects.
   * Example: Instead of returning internal structures like a List<Card>, Foundations would directly provide the service needed to add a card to the pile.
7. **Solution Illustration**:
   * The improved design would prevent objects from returning references to their internal structures, and instead, offer the necessary functionality directly to the client at each step in the delegation chain, improving encapsulation.

# Chapter 7

## 7.1

Here is a summarized version of the text in enumerated points:

1. **Polymorphism in Design**:
   * Polymorphism helps make a design extensible by decoupling client code from the concrete implementation of functionality.
   * Example: A GameModel depends on a general CardSource interface, which can have different concrete implementations like Deck, MemorizingDeck, and CircularDeck.
2. **Extensibility via Polymorphism**:
   * The design is extensible because GameModel can work with any card source that implements the CardSource interface.
   * Polymorphism in Java relies on subtyping, where different implementations of CardSource are subtypes of the interface.
3. **Weakness in Implementation**:
   * Despite the clean design in terms of polymorphism, the concrete implementations of the CardSource interface share similar code and structure.
   * All three CardSource implementations (e.g., Deck, MemorizingDeck, and CircularDeck) hold references to a CardStack and share similar methods like isEmpty() and draw(), leading to duplicated code.
4. **Issue of Duplicated Code**:
   * The shared implementation across the CardSource classes leads to **duplicated code** (also known as code clones), which should be avoided in software design.
5. **Improving Redundancies**:
   * To address code duplication, object-oriented programming languages support **inheritance**, a mechanism that facilitates code reuse and avoids redundant code.
6. **Inheritance for Code Reuse**:
   * Inheritance allows defining new classes (subclasses) based on existing ones (superclasses), thereby reusing code and extending functionality.
   * By using inheritance, classes do not need to repeat declarations of class members, as they inherit from the base class.
7. **Revised Design with Inheritance**:
   * A revised design uses inheritance, where MemorizingDeck and CircularDeck are subclasses of a common Deck base class, thus avoiding duplicated code.

## 7.2

Here is a summarized version of the text in enumerated points:

1. **Declaring Inheritance**:
   * In Java, the extends keyword is used to declare a subclass, e.g., public class MemorizingDeck extends Deck.
2. **Effect of Inheritance**:
   * A subclass inherits from its superclass, and objects of the subclass are created using both the subclass and superclass declarations.
   * The run-time type of an object remains the type specified during instantiation, even when assigned to a variable of a different type (superclass or interface).
3. **Compile-Time vs. Run-Time Types**:
   * Compile-time type refers to the variable’s declared type, while run-time type refers to the actual type of the object at execution.
   * An object’s run-time type remains unchanged, while its compile-time type can change depending on the variable it is assigned to.
4. **Example of Compile-Time and Run-Time Types**:
   * Example: Deck deck = new MemorizingDeck(); assigns an object of MemorizingDeck (run-time type) to a Deck variable (compile-time type).
   * The isMemorizing() method can check the run-time type using instanceof.
5. **Downcasting**:
   * Downcasting is necessary when converting a superclass reference to a subclass reference. It is required when a variable of a superclass type is assigned an object of a subclass type, but the subclass-specific methods cannot be accessed directly.
   * Example: MemorizingDeck memorizingDeck = (MemorizingDeck) deck; performs a downcast to access subclass-specific methods like getDrawnCards().
6. **Risks of Downcasting**:
   * Downcasting is unsafe because it assumes the object is of the subclass type. If the assumption is incorrect, a ClassCastException will occur.
   * To ensure safety, downcasting is often checked with instanceof before casting: if( deck instanceof MemorizingDeck ) { ... }.
7. **Singly-Rooted Class Hierarchy**:
   * Java supports single inheritance, meaning a class can only inherit from one class, but classes can have multiple ancestors through the inheritance chain.
   * Every class in Java is part of a single-rooted class hierarchy, with Object as the root class. Therefore, every class inherits from Object.
8. **Transitive Subtyping**:
   * Due to transitive subtyping, objects of a subclass (e.g., MemorizingDeck) can be stored in variables of the superclass type (e.g., Deck), or even Object, the root class.

## 7.3

Here is a summarized version of the text in enumerated points:

1. **Field Inheritance**:
   * Inheritance includes field declarations, meaning that a subclass inherits all fields from its superclass.
   * For example, an object of MemorizingDeck will have both aCards (inherited from Deck) and aDrawnCards (declared in MemorizingDeck).
2. **Field Accessibility**:
   * Field accessibility is static, meaning it depends on the source code visibility (e.g., private, protected).
   * Fields can be made protected to allow access by subclasses, or accessed via getter methods to maintain encapsulation.
   * To respect encapsulation, it’s recommended to keep fields private unless there is a clear need to make them protected.
3. **Field Initialization**:
   * Fields are initialized from the superclass to the most specific class (top-down).
   * For example, in MemorizingDeck, aCards (from Deck) is initialized before aDrawnCards.
4. **Constructor Call Order**:
   * The first statement in any constructor calls the superclass constructor (super()), which initializes fields inherited from the superclass.
   * Constructor calls are chained from the superclass down to the subclass, ensuring that field initialization happens in the correct order.
5. **Handling Input Data in Constructors**:
   * If initialization requires input data (e.g., cards), constructors can pass data to the superclass constructor using super(pCards).
   * This ensures that the superclass fields (e.g., aCards in Deck) are properly initialized with the input values.
6. **Example of Constructor Initialization**:
   * The Deck class provides a constructor that can initialize aCards with input data (Card[] pCards).
   * The MemorizingDeck class calls super(pCards) to pass input data up to Deck’s constructor, allowing proper initialization of aCards.
7. **Incorrect Constructor Behavior**:
   * If the superclass constructor is called via a new statement within a subclass constructor (e.g., new Deck(pCards)), a new, separate instance of Deck would be created, leading to issues.
   * The correct approach is to use super(pCards) to initialize the superclass within the same object instance.

## 7.4

Here is a summarized version of the key points in the text:

1. **Difference Between Inheriting Methods and Fields**:
   * Methods do not represent the state of an object, unlike fields, so they do not require initialization. The focus of method inheritance is on applicability, not state management.
2. **Applicability of Inherited Methods**:
   * By default, methods in a superclass are applicable to instances of its subclass. For example, a shuffle() method in Deck can be called on a MemorizingDeck instance.
3. **Method Invocation (this vs Explicit Parameter)**:
   * In instance methods, this refers to the target object (implicitly), while an explicit parameter can be used to call the method (e.g., Deck.shuffle(memorizingDeck)).
4. **Overriding Methods for Custom Behavior**:
   * If an inherited method doesn't meet the subclass's requirements, like draw() in Deck, it can be overridden in the subclass (e.g., MemorizingDeck) to provide the desired behavior.
5. **Private Fields and Access in Subclasses**:
   * Private fields (e.g., aCards in Deck) are not accessible in subclasses. To work around this, fields can be made protected, though this may weaken encapsulation.
6. **Dynamic Dispatch for Method Selection**:
   * The Java Virtual Machine selects the most specific overridden method based on the runtime type of the object, not the declared type. This process is known as dynamic dispatch or dynamic binding.
7. **Bypassing Dynamic Dispatch Using super**:
   * To specifically invoke a superclass method (e.g., Deck.draw()), the super keyword is used to statically bind the method call, bypassing dynamic dispatch.
8. **Avoiding Recursion with super**:
   * When overriding methods, it’s crucial not to cause infinite recursion. Using super.draw() ensures the correct method from the superclass is called without recursion.
9. **Method Signature Matching and the @Override Annotation**:
   * To override a method correctly, the signature must match. Mistakes in the method signature (e.g., hashcode() instead of hashCode()) can lead to bugs. The @Override annotation helps avoid such errors by prompting the compiler to check if the method truly overrides another.

## 7.5

Here is a summary of the key points in the text:

1. **Overloading vs. Overriding**:
   * Overriding allows different versions of a method based on the run-time type of the implicit parameter.
   * Overloading allows different versions of a method based on the types of explicit parameters.
2. **Example of Overloading**:
   * A common example of overloading is found in libraries like java.lang.Math, which provides multiple versions of methods like abs() for different primitive types (e.g., int and double).
3. **Constructor Overloading**:
   * Constructors can also be overloaded, as in the example of MemorizingDeck, which has three versions of the constructor:
     + Version 1: No arguments.
     + Version 2: Takes a CardSource argument.
     + Version 3: Takes a MemorizingDeck argument.
4. **Selection of Overloaded Methods/Constructors**:
   * The specific method or constructor is selected based on the number and static types of the explicit arguments.
   * The most specific applicable version is chosen.
5. **Example of Constructor Overloading in Action**:
   * Three different constructor calls for MemorizingDeck:
     + The parameterless constructor (Version 1) is selected when no argument is passed.
     + For newDeck1, the constructor that takes a MemorizingDeck (Version 3) is selected.
     + For newDeck2, the constructor that takes a Deck (Version 2) is selected because Deck is not a subtype of MemorizingDeck.
6. **Confusion in Overloading with Type Hierarchies**:
   * Overloading can become confusing when the types of parameters in the overloaded versions are related within a type hierarchy.
   * The selection of an overloaded method does not consider the types of variables, only the static types of the arguments.
7. **Recommendation on Overloading**:
   * Overloading is useful for organizing related alternatives (e.g., constructor overloading or library methods for different primitive types).
   * Overloading should be avoided in cases where it leads to hard-to-understand code. Instead, using different method names can often provide the same functionality.
8. **Best Practices**:
   * Overload methods sparingly and avoid complex overloads with related types in a hierarchy, as they can make code harder to understand.

## 7.6

Here is a summarized version of the key points in the text:

1. **Polymorphic Copying and Inheritance**:
   * To implement polymorphic copying, it’s crucial to have detailed information about an object's state to make an exact copy.
   * Overriding the copy() method is necessary in the presence of inheritance to avoid issues with faulty copying behavior.
2. **Problem with Inherited copy() Method**:
   * Inheritance of the copy() method can lead to errors. For example, calling deck.copy() on a MemorizingDeck object returns a Deck type, which violates object equality constraints (objects must be of the same type).
3. **Need to Override copy() in Subclasses**:
   * To support polymorphic copying, the copy() method should be overridden in all leaf classes of the hierarchy (e.g., MemorizingDeck must override copy()).
4. **Visibility Issues with Inherited Fields**:
   * A subclass may not access private fields of the superclass, leading to compilation errors when attempting to copy fields like aCards.
   * Changing field visibility to protected may not be a viable solution, as it weakens encapsulation and may not be possible if inheriting from an unmodifiable class.
5. **Java Cloning Mechanism**:
   * Java provides cloning via the clone() method in class Object to support polymorphic copying.
   * Cloning involves overriding Object#clone() and making a super call to super.clone().
6. **Shallow Copying via Object#clone()**:
   * The clone() method performs a shallow copy of the object, which can be insufficient if the object contains mutable objects (e.g., CardStack in the Deck class).
   * A deep copy is necessary for fields like aCards, which can be achieved by calling a copy constructor.
7. **Problems with clone() in Inheritance**:
   * Using the inherited clone() method in Deck on a MemorizingDeck object results in a shallow copy of fields like aDrawnCards, leading to potential issues.
8. **Constraints and Risks of Using clone()**:
   * To use the cloning mechanism properly, classes must implement the Cloneable interface and handle exceptions.
   * The Java cloning mechanism is complex and error-prone, requiring careful design and understanding to avoid mistakes.
9. **Recommendation**:
   * It’s recommended to study the technical documentation of cloning carefully before using it in designs due to its complexity and risk of misuse.

## 7.7

Here is a summarized version of the key points in the text:

1. **Composition vs. Inheritance**:
   * **Composition**: A class like MemorizingDeck can implement CardSource and contain an instance of Deck, delegating method calls to the Deck object.
   * **Inheritance**: A class like MemorizingDeck can extend Deck, inheriting fields and methods from Deck and overriding specific methods to add functionality.
2. **Composition-based Implementation**:
   * MemorizingDeck aggregates a Deck and delegates method calls (e.g., shuffle(), draw()) to the Deck object.
   * Example code shows how methods like isEmpty(), shuffle(), and draw() are implemented by delegating calls to the Deck object.
3. **Inheritance-based Implementation**:
   * MemorizingDeck inherits from Deck, so it doesn’t need to redefine all methods (e.g., isEmpty() is inherited directly).
   * Only shuffle() and draw() are overridden to account for the memorization functionality.
4. **Problem in Inheritance-based Implementation**:
   * A NullPointerException occurs in the shuffle() method due to the order of field initialization in the MemorizingDeck constructor.
   * The Deck constructor is called first, and when it calls shuffle(), the aDrawnCards field in MemorizingDeck has not been initialized yet.
5. **Difference in Object Identity**:
   * **Composition**: Involves two objects: a Deck object and a MemorizingDeck object (decorator pattern), meaning they have different identities.
   * **Inheritance**: Creates a single MemorizingDeck object, which combines all fields and functionality.
6. **When to Choose Composition**:
   * Composition offers greater run-time flexibility, allowing more configurations and runtime changes.
   * It is better for designs that require flexibility or the ability to change configurations dynamically.
7. **When to Choose Inheritance**:
   * Inheritance is better for designs that require compile-time configuration and access to internal state through class hierarchies.
   * It supports finer-grained polymorphism, such as storing a MemorizingDeck in a Deck reference, which isn’t possible with composition.

## 7.8

Here is the summary in enumerated points:

1. **Problem of Common Class Members**:
   * Sometimes, grouping common members in a superclass makes the class non-instantiable.
   * Example: The Move interface represents game actions (e.g., perform(), undo()), and the classes implementing it aggregate a GameModel object.
2. **Inheritance vs. Composition for Command Objects**:
   * Inheritance could pull the GameModel field into a superclass, but a base class for commands (e.g., CardMove) may not be logical as commands are different from one another.
   * A DiscardMove and CardMove are different moves, and inheriting from CardMove would lead to undesired behavior and bugs, such as inheriting unneeded methods like getDestination().
3. **Need for a New Base Class**:
   * A new base class, like AbstractMove, is needed for command objects to avoid inappropriate inheritance hierarchies.
   * This base class should not define behavior for perform() and undo(), but it could contain common functionality, like a reference to GameModel.
4. **Abstract Class Concept**:
   * The AbstractMove class is made abstract, meaning it can't be instantiated and may define common methods or properties.
   * It is declared as abstract in Java, and the common GameModel field is initialized in its constructor.
5. **Key Characteristics of Abstract Classes**:
   * **Cannot Be Instantiated**: Abstract classes cannot be directly instantiated by the compiler.
   * **Partial Implementation**: Abstract classes may not implement all methods from an interface they declare, leaving that for concrete subclasses.
   * **Abstract Methods**: Abstract classes can have abstract methods that subclasses must implement.
6. **Constructor Handling in Abstract Classes**:
   * The constructor of abstract classes can only be called from within constructors of subclasses.
   * Typically, the constructor of an abstract class is declared protected, so it can be accessed by subclasses.
   * In the example, AbstractMove's constructor is called by subclasses like CardMove to initialize the GameModel reference.
7. **Abstract Class Benefits**:
   * Ensures that only subclasses with complete implementations are instantiated, while preventing direct instantiation of abstract classes.
   * Provides a flexible design to represent abstract concepts (like AbstractMove for commands).

## 7.9

Here is the summary in enumerated points:

1. **Decorator Pattern Review**:
   * In Section 6.4, the **Decorator pattern** was used to add features to objects at runtime via wrapper classes and composition, rather than inheritance.
2. **Multiple Decorators**:
   * When using multiple decorator types, each decorator must aggregate an object to be decorated, creating redundancy that inheritance typically avoids.
3. **Combining Composition and Inheritance**:
   * To avoid redundancy, inheritance can be used to pull up the aElement field into an abstract base class, AbstractDecorator.
   * Concrete decorator subclasses only need to focus on the specific decoration logic.
4. **AbstractDecorator Class**:
   * AbstractDecorator is an abstract class that implements CardSource and aggregates a CardSource object (the element to be decorated).
   * It provides default delegation to the decorated CardSource through methods like draw() and isEmpty().
5. **Encapsulation in Decorators**:
   * The aElement field is private in AbstractDecorator, meaning concrete decorators cannot access it directly.
   * This encapsulation is acceptable since the decorated element is typically accessed through the interface methods inherited from AbstractDecorator.
6. **Example: LoggingDecorator**:
   * LoggingDecorator is a concrete decorator that extends AbstractDecorator.
   * It overrides the draw() method: it calls the inherited draw(), logs the card, and returns the card.
   * It does not need to override isEmpty() because it inherits the correct behavior from AbstractDecorator.
7. **Delegate Pattern in Action**:
   * In this design, each decorator class extends AbstractDecorator, overriding only the necessary methods to add functionality, while delegating common behavior to the base class.

## 7.10

Here is the summary in enumerated points:

1. **Inheritance with Varying Algorithms**:
   * A common inheritance scenario arises when a base algorithm applies to all subclasses, but certain steps of the algorithm vary across subclasses.
   * In the context of the Solitaire application, the perform() method needs to execute a common set of actions with subclass-specific variations.
2. **Common Algorithm**:
   * The perform() method performs three actions:
     1. Adds the move to the undo stack in the GameModel.
     2. Executes the actual move (which varies by subclass).
     3. Logs the move (e.g., printing the move's description).
   * This common behavior benefits from being centralized in the superclass to avoid code duplication and prevent errors.
3. **Template Method Pattern**:
   * The **Template Method** pattern is used to solve the issue by providing a common algorithm in the superclass while allowing subclasses to implement specific variations.
   * The superclass (AbstractMove) defines the perform() method as a final method and provides common steps, while subclasses define specific behavior through abstract methods.
4. **AbstractMove Implementation**:
   * AbstractMove includes a final perform() method that calls common steps:
     1. Pushes the move to the stack.
     2. Calls an abstract execute() method for the specific move action.
     3. Logs the move.
   * The execute() method is abstract and must be implemented by subclasses to define move-specific logic.
5. **Final Methods and Classes**:
   * In Java, final methods cannot be overridden by subclasses, ensuring that the common algorithm in perform() cannot be changed.
   * Declaring the method perform() as final guarantees that steps like pushing to the stack and logging will always occur.
   * Classes or methods declared final also prevent unintended inheritance, making the design more robust.
6. **Abstract Methods**:
   * The execute() method is abstract because the actual move varies across subclasses.
   * It is declared protected to ensure that only subclasses can access and implement it.
7. **Template Method Design Principles**:
   * The common algorithm in the superclass is the **template method**, calling both concrete and abstract steps.
   * Declaring the template method as final ensures the structure of the algorithm cannot be modified by subclasses.
   * The abstract step method (execute()) should have a different signature from the template method to prevent recursive calls that could cause stack overflow.
   * Abstract step methods should typically have protected access to restrict their use to subclasses.
8. **Default Behavior in Subclasses**:
   * Not all step methods need to be abstract; some may have default behavior that can be overridden by subclasses (e.g., log() in AbstractMove).
   * If a method has reasonable default behavior, it does not need to be abstract, and the superclass might not need to be abstract.
9. **Client-Side Interaction**:
   * Clients interact with the perform() method, but the concrete steps (like execute()) are handled within the class hierarchy.
   * The sequence diagram illustrates how the call to perform() ultimately leads to the execution of the abstract method in the subclass.
10. **Inheritance Best Practices**:
    * The **Template Method** pattern provides a clean way to handle common behavior in the superclass while allowing subclasses to implement specific functionality.
    * This design helps avoid code duplication and minimizes the risk of errors caused by inconsistent subclass implementations.

## 7.11

Here is a summarized version in enumerated points:

1. **Inheritance as Code Reuse and Extensibility**:
   * Inheritance allows a subclass to reuse the code of its superclass and also act as a subtype of the superclass.
   * Inheritance should only be used to extend the behavior of a superclass, not to restrict or misuse it.
2. **Problems with Restricting Behavior in Subclasses**:
   * Using inheritance to limit behavior (e.g., disabling features in a subclass like shuffling in UnshufflableDeck) can create problems.
   * This restricts polymorphism, where operations should work independently of the object’s concrete type.
3. **Liskov Substitution Principle (LSP)**:
   * Subclasses should not restrict the behavior available in the superclass.
   * Violations of LSP include:
     + Having stricter preconditions.
     + Having less strict postconditions.
     + Using more specific types for parameters or return types.
     + Making methods less accessible (e.g., public to protected).
     + Throwing more checked exceptions.
4. **Example of LSP Violation**: UnshufflableDeck:
   * If shuffle() is overridden to do nothing or throw an exception, it disrupts the expected behavior when a Deck is passed as an argument to a method like shuffleAndDraw().
   * This could lead to incorrect behavior or runtime exceptions.
5. **Inappropriate Precondition in Subclass**:
   * In the DrawBestDeck, introducing stricter preconditions (e.g., requiring at least two cards to draw) violates LSP because it makes code unsafe for cases where only one card is available.
   * The precondition check now has to be handled by clients, increasing complexity.
6. **Inheritance Violating Method Signatures**:
   * Methods should not override base class methods to take more specific parameters or return less specific types, as this can lead to confusing behavior.
   * For example, overriding init() in a MemorizingDeck class could lead to different behavior depending on the instance type.
7. **Example of Violating Return Types**:
   * If a method in a subclass changes the return type to a more general type, it can break polymorphism, leading to assignment errors when clients expect specific return types.
8. **Circle–Ellipse Problem**:
   * A classic LSP violation is the "Circle-Ellipse" problem, where a Circle class inherits from an Ellipse class but restricts clients from using ellipses with unequal dimensions, breaking the Liskov Substitution Principle.
9. **Avoiding the Circle-Ellipse Problem**:
   * One solution is not to use inheritance between Circle and Ellipse. Instead, treat them as sibling classes in the type hierarchy or use composition.
10. **Subclasses Not Being Proper Subtypes**:
    * Inheritance should only be used when a subclass truly represents a subtype of the superclass (i.e., "is-a" relationship).
    * Inappropriate uses of inheritance occur when subtyping doesn’t make sense, as seen in examples like Stack inheriting from Vector or Properties inheriting from Hashtable.
11. **Composition Over Inheritance**:
    * When inheritance is not appropriate, composition should be favored to achieve code reuse without violating design principles like LSP.

# Chapter 8

## 8.1

Here is a summarized version in enumerated points:

1. **Motivation for Inversion of Control (IoC)**:
   * IoC is needed when multiple stateful objects must remain consistent with each other.
   * Example: Integrated development environments (IDEs) like Eclipse or IntelliJ IDEA, where changes in one view (e.g., source code editor) must immediately reflect in other views (e.g., Package Explorer, Outline view).
2. **Example: LuckyNumber Application**:
   * In the LuckyNumber app, users can select a number (1-10) in different ways (e.g., digit, name, or slider).
   * Any change made in one panel (e.g., typing or sliding) should be reflected in all other panels instantly.
3. **Challenge of View Synchronization**:
   * The goal is to keep different views synchronized so changes in one panel automatically update all others.
   * The app needs to be extendable to accommodate additional views (e.g., Roman numerals, binary notation).
4. **Problem of Pairwise Dependencies**:
   * If the synchronization is implemented naively, it results in **pairwise dependencies** where each panel directly updates every other panel.
   * This creates a situation where every change triggers updates across multiple panels.
5. **Limitations of Pairwise Dependencies**:
   * **High Coupling**: Panels are tightly coupled, with each panel depending on many others. For instance, one panel may need setDigit() while another requires setSliderValue().
   * **Low Extensibility**: Adding or removing a panel requires modifying all other panels. For example, removing or adding a new panel (like a Roman numeral panel) requires changes to all other panels.
6. **Exponential Growth of Dependencies**:
   * As the number of panels increases, the number of dependencies grows quadratically. For example:
     + With 3 panels: 6 dependencies.
     + With 5 panels: 20 dependencies.
   * This leads to a significant increase in complexity.
7. **Poor Separation of Concerns**:
   * The design results in tangled code that mixes dependency management with logic (e.g., updating a slider).
   * This makes the code harder to understand, test, and maintain.
8. **Need for Inversion of Control**:
   * The issue of tight coupling and low extensibility can be mitigated by applying Inversion of Control (IoC), which decouples the components and makes the system more flexible and maintainable.

## 8.2

Here is a summarized version of the text in enumerated points:

1. **Avoiding Pairwise Dependencies**:
   * To avoid tight pairwise dependencies when synchronizing multiple representations of the same data, separate abstractions for storing, viewing, and changing the data.
2. **Model–View–Controller (MVC)**:
   * **Model**: Holds the unique data (e.g., the lucky number in the LuckyNumber app).
   * **View**: Represents one view of the data (e.g., different ways of displaying the number).
   * **Controller**: Manages the functionality to change the data stored in the model.
3. **Origin of MVC**:
   * The MVC concept traces back to the late 1970s with researchers at Xerox PARC working on Smalltalk software.
   * The term MVC is used loosely and can refer to a design pattern, architectural pattern, or just a general concept.
4. **MVC as a Guideline**:
   * MVC should be seen as a guideline to separate concerns in software design, not as a strict solution template.
   * This makes MVC more general than a design pattern, as it does not prescribe a specific solution.
5. **Flexibility in MVC Implementation**:
   * There are many ways to implement MVC, depending on the context.
     + The **model** could be a single object or a collection of objects.
     + The **view** and **controller** can be separate objects or combined, with separation occurring at the interface level rather than object level (e.g., interface segregation).
6. **Challenges of Grasping MVC**:
   * MVC can be difficult to understand when first learning software design because it lacks a concrete solution template.
   * However, a related and more concrete design concept is the **Observer pattern**, which can aid in understanding the implementation of MVC.

## 8.3

Here’s a summary of the Observer pattern in enumerated points:

1. **Observer Pattern Overview**:
   * The Observer pattern allows objects to observe and react to changes in a subject (model).
   * The object storing data is called the **model**, **subject**, or **observable**, and other objects observe the state of this data.
2. **Model-Observer Relationship**:
   * The **Model** contains the data and notifies observers when the data changes.
   * Observers register themselves to the model to receive updates about the data changes.
3. **Observer Interface**:
   * Observers implement the Observer interface, which defines callback methods to respond to state changes.
   * Example: public interface Observer { void newNumber(int pNumber); }
4. **Registering and Deregistering Observers**:
   * Observers are added and removed using methods like addObserver() and removeObserver() in the **Model**.
   * This creates loose coupling between the model and the observers.
5. **Notifying Observers**:
   * When the model’s state changes, it calls the newNumber() callback method on each observer.
   * The **Hollywood Principle** (“Don’t call us, we’ll call you”) is used here, where the model calls observers, not vice versa.
6. **Data Flow Strategies**:
   * **Push Strategy**: The model provides data to observers through parameters in the callback method (e.g., newNumber(int pNumber)).
   * **Pull Strategy**: Observers query the model directly for the data they need (e.g., newNumber(Model pModel)).
7. **Callback Method Design**:
   * Callbacks inform observers of a state change and let them handle it.
   * It’s important to name callback methods to describe the state-change event (e.g., newNumberAvailable, numberChanged).
8. **Notification Methods**:
   * A helper method in the **Model** (e.g., notifyObservers()) ensures observers are notified when the model’s state changes.
   * The notification method can be called after every state change or based on specific conditions (e.g., after batch changes).
9. **Observer Variability**:
   * Observers can define multiple callback methods to handle different types of events (e.g., increased, decreased).
   * Empty callback methods can be used when observers are not interested in certain events.
10. **Event Handling**:

* Callbacks can be designed to capture specific events of interest (e.g., increased, decreased, changedToMax, changedToMin).
* Observers can extend an **adapter class** to avoid implementing empty methods.

1. **Interface Segregation Principle (ISP)**:

* To reduce unnecessary coupling, observers can implement specific interfaces for different event types (e.g., ChangeObserver, BoundsReachedObserver).

1. **Flexibility and Coupling**:

* Using the pull data-flow strategy increases the coupling between the model and observers, as observers can directly access the model.
* To minimize unnecessary coupling, interface segregation is recommended, where observers only need getter methods.

1. **Pattern Variations**:

* The **Observer pattern** can be adapted by:
  + Choosing between push or pull strategies for data flow.
  + Using a single observer interface or multiple, specialized ones.
  + Deciding if notifications should be public or private, depending on whether the client controls when notifications are issued.

1. **Summary of the Observer Pattern**:

* The **Observer pattern** allows multiple objects to observe changes in a model’s state while minimizing coupling.
* It involves:
  + Defining callback methods on the observer interface.
  + Choosing between push, pull, or no data flow strategies.
  + Managing observer registration and notification.
  + Deciding on the flexibility of event handling and observer interfaces.

1. **Code Example (Push Strategy)**:

* The model notifies observers using a list, calling newNumber() on each observer:
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## 8.4

**Detailed Summary of Observer Design Variants:**

1. **Design Space of the OBSERVER Pattern**:
   * The **Observer** design pattern is highly flexible and adaptable, allowing for a variety of design alternatives for the observer and observable types.
   * In this case, the **CardStack** class, which models a stack of cards, is used to illustrate the different design approaches. This class manages operations like **push()**, **pop()**, and **peek()**.
   * The design must accommodate the needs of various observers. For example, two observers are considered:
     + **Counter**: Tracks the number of cards in the stack and detects when the last card is popped.
     + **AceDetector**: Detects when an Ace card is added to the stack.
2. **Basic Design with Push Data-Flow**:
   * In this basic design, the **CardStack** class implements the observer pattern by introducing an abstract CardStackObserver interface with three callback methods:
     + pushed(Card pCard)
     + popped(Card pCard)
     + cleared()
   * **Observable CardStack**:
     + The CardStack class manages a list of observers (aObservers) and notifies them when state-changing methods are called (e.g., push(), pop(), clear()).
     + When push(Card pCard) is called, for example, it updates the stack and then notifies all registered observers.
     + **Observer Code**:
       - The AceDetector only cares about the **push** event, so the popped() and cleared() methods are empty.
       - The Counter observer tracks the card count but has to replicate part of the **CardStack**'s state (the count of cards) to function correctly, leading to potential design issues:
         * The **Counter** observer's state will only be accurate if attached to an empty CardStack, making the system brittle.
3. **Design with Inheritance**:
   * To improve the basic design's flexibility and decouple the observer pattern from the core CardStack functionality, we can use **inheritance** to create an ObservableCardStack subclass.
   * **ObservableCardStack** extends the base CardStack class and overrides the state-changing methods (e.g., pop(), push(), etc.) to include observer notifications after the state change.
     + This design allows the original CardStack to be used in cases where observer notification is not needed, and the ObservableCardStack to be used in contexts where observers are required.
   * **Observer Adapter**:
     + To handle observers that don’t need to implement all callbacks (such as AceDetector), an **adapter class** CardStackObserverAdapter provides empty implementations for all methods. Observers can then inherit from this adapter and only override the methods that are relevant to them (e.g., only pushed() for AceDetector).
4. **Design with Pull Data-Flow**:
   * A **pull data-flow** strategy allows observers to **fetch** or **query** the state of the observable rather than relying on the observable to push updates.
   * **CardStackView Interface**:
     + A new interface, CardStackView, is introduced, which provides methods that allow observers to query the state of the CardStack (e.g., peek(), isEmpty(), etc.) without coupling them to the stack's mutating methods like push() or pop().
     + Instead of passing a Card to the observer callbacks (e.g., in popped()), the observable passes a reference to itself (CardStackView), allowing the observer to query the current state directly.
   * **Impact on Observers**:
     + **AceDetector**: The observer now needs to query the observable (e.g., using peek()) to detect if the last card was an Ace, as it no longer has direct access to the card pushed to the stack.
     + **Counter**: The observer no longer needs to replicate the stack size in a field, as the state is accessible via CardStackView. However, the CardStackView interface does not directly provide a size() method. This requires the observer to either:
       - **Option 1**: Modify the CardStack/CardStackView classes to add a size() method.
       - **Option 2**: Implement a helper method to calculate the size in the observer (Counter), which involves iterating over all the cards in the stack.
5. **Design with Single Callback and Push/Pull Data-Flow**:
   * In this design, a **single callback method** (actionPerformed) is introduced to handle both **push** and **pull** data flows.
   * The actionPerformed method takes:
     + An enumerated Action type (e.g., PUSH, POP, CLEAR) to distinguish event types.
     + An Optional<Card> to handle cases where no card is involved (e.g., for the CLEAR event).
     + A CardStackView to allow observers to query the state.
   * **Observer Implementation**:
     + Observers like **AceDetector** only need to check the Action and perform actions like detecting an Ace from peek().
     + **Counter**: With a single callback, the observer uses a switch statement to handle different types of events (PUSH, POP, CLEAR).
       - This leads to more complex observer logic, where observers must check the Action and perform corresponding operations for each event, resulting in a less maintainable design if many events are handled in a single method.
6. **Trade-offs and Flexibility**:
   * **Flexibility and Generalization**: Each design approach has its own trade-offs between flexibility and complexity.
     + For instance, the **basic design with push data-flow** is simple but tightly couples observers to state changes and makes them brittle.
     + **Inheritance-based design** introduces more flexibility by separating concerns but requires subclassing.
     + **Pull data-flow** provides greater decoupling between observers and the observable but may require adding additional state-querying methods or inefficient iterations.
     + The **single callback with push/pull** strategy consolidates event handling into one method but introduces complexity and possible maintainability issues, especially if the number of event types grows.
   * **Observer Design Context**: The decision of which approach to take depends on the requirements of the specific context:
     + In some cases, it may make sense to allow only one observer per event type, while in other cases, it may be more important to minimize coupling between the observer and observable, favoring **pull data-flow** or **single callback** designs.

## 8.5

**Summary of GUI Development and the Observer Pattern:**

1. **GUI and Observer Pattern**:
   * GUI applications often rely heavily on the **Observer pattern** to manage user interactions and events.
   * The section introduces GUI development concepts, focusing on JavaFX, but the ideas are applicable to other GUI frameworks as well.
2. **Two Parts of a GUI Application**:
   * **Framework Code**: Comprises a component library and an application skeleton.
     + The component library includes reusable components like buttons, windows, etc.
     + The application skeleton is responsible for managing low-level aspects like monitoring user inputs and displaying objects but does not perform visible tasks by itself.
   * **Application Code**: Custom code written by developers to extend the application skeleton and define the specific functionality of the GUI.
3. **Event-Driven Execution**:
   * Unlike script-based applications, GUI applications do not execute sequentially. The framework controls the flow of execution.
   * The framework starts an event loop that continuously monitors for user input (e.g., clicks, key presses).
   * The **Inversion of Control** principle is applied: the framework calls the application code in response to events rather than the application controlling the flow.
4. **Launching the Framework**:
   * The GUI application is started by launching the framework via a special library method (e.g., Application#launch in JavaFX).
   * This method instantiates the application class (e.g., LuckyNumber) and calls its start() method to begin the GUI application.
5. **Application Code Structure**:
   * The application code is split into two parts:
     + **Component Graph**: Defines the user interface structure (buttons, text boxes, etc.).
     + **Event Handling Code**: Defines how the application should respond to user interactions (events).
6. **Component Graph**:
   * The component graph represents the GUI and consists of objects that represent both visible and invisible elements.
   * These objects are organized in a tree-like structure, with the root being the main window or GUI area.
   * In JavaFX, the component graph is often instantiated within the start(Stage pPrimaryStage) method of the application class.
   * **Design Patterns Used**: The construction of the component graph uses **polymorphism**, **COMPOSITE**, and **DECORATOR** patterns.
7. **Event Handling in GUI Frameworks**:
   * GUI frameworks automatically detect system events (e.g., mouse clicks) and map them to interactions with components in the component graph.
   * An **event** occurs when a user interacts with a GUI component (e.g., clicking a button).
   * By default, the framework does nothing with events unless the application code provides specific event handlers (observers).
8. **Observer Pattern for Event Handling**:
   * The **Observer pattern** is used to handle events like button clicks.
   * The GUI component (e.g., a button) is the "subject" or "observable," and the event handler is the "observer."
   * Developers register event listeners (observers) with GUI components to react to specific events (e.g., a button click).
9. **Next Steps**:
   * The following sections will cover in more detail how to design component graphs and implement event handling in GUI applications.

## 8.6

**Summary of the Component Graph in GUI Development:**

1. **Component Graph Overview**:
   * The **component graph** consists of objects that form the user interface, such as windows, textboxes, and buttons.
   * It can be viewed from three perspectives: **User Experience**, **Source Code**, and **Run-time**.
2. **User Experience Perspective**:
   * Represents what the user interacts with in the GUI.
   * Not all objects in the component graph are visible; the user experience perspective only shows the visible components, not the complete graph.
3. **Source Code Perspective**:
   * Focuses on the information available from the declarations of the component graph's objects, typically represented by a **class diagram**.
   * Example: A class diagram of the **LuckyNumber** application shows the component graph’s structure.
   * **Polymorphism** is used, as the **Scene** class can accept any **Parent** subtype as a child object.
   * The design applies the **COMPOSITE pattern**, as **Parent** is a subtype of **Node** that can hold child nodes (which can be any **Node**).
   * The **GridPane** class organizes its children into a grid, and it can contain subtypes of **Node** such as **TextPanel**, **IntegerPanel**, and **SliderPanel**, representing different views in a Model-View-Controller (MVC) design.
4. **Run-time Perspective**:
   * This represents the **instantiated component graph** at runtime, often shown as an object diagram.
   * The actual objects created and linked at runtime form the user interface that is visible to the user.
5. **Defining the Object Graph**:
   * The component graph is constructed in the **start()** method of the main application class (e.g., **LuckyNumber**).
   * A **Model** instance is created, and a **GridPane** is used as the root to hold UI components like **SliderPanel**, **IntegerPanel**, and **TextPanel**.
   * The **setScene()** method assigns the component graph to the **Stage**, and **show()** displays the GUI.
6. **Code Example**:
   * In the **LuckyNumber** class, the **start()** method creates a **Model**, builds the component graph using **GridPane**, and displays it.
   * Each component (like **SliderPanel**) is added to the **GridPane** with its specific layout properties.
7. **IntegerPanel Design**:
   * **IntegerPanel** extends **Parent** and becomes part of the component graph.
   * It aggregates a **TextField** but doesn't add it directly; it uses **getChildren().add(aText)** to add the **TextField** to the component graph.
   * **IntegerPanel** also observes the **Model** (following the **Observer pattern**), updating the **TextField** whenever the model’s value changes.
8. **Design Insights**:
   * The **Model** is created within the **start()** method but not directly managed by the **LuckyNumber** class.
   * Each UI component, like **IntegerPanel**, manages its reference to the model to avoid the **God Class** problem, ensuring a modular and maintainable design.
9. **Component Hierarchy and Polymorphism**:
   * The design leverages inheritance and polymorphism for flexibility. For instance, **GridPane** can hold any **Node** subclass, and components like **SliderPanel** and **IntegerPanel** can be added to it seamlessly.

## 8.7

**Summary of Event Handling and Observer Pattern in GUI Frameworks:**

1. **Objects in Component Graph as Observers**:
   * In GUI frameworks, objects in the component graph function as models in the **Observer pattern**.
   * The framework continuously monitors input events and checks if they correspond to events observable by the application code.
2. **Event Definition**:
   * Events are defined by the component library (e.g., **TextField** in JavaFX defines an action event triggered by pressing the ENTER key).
   * In this context, **TextField** acts as the model in the Observer pattern.
3. **Handling Action Events on TextField**:
   * To handle an action event, the process involves:
     1. **Define an event handler**: Create a class that extends **EventHandler**.
     2. **Instantiate the handler**: Create an instance of the handler class.
     3. **Register the handler**: Call the setOnAction(handler) method on the component (e.g., **TextField**).
   * Note: A **TextField** can only have one observer for its action event.
4. **Strategies for Defining Event Handlers**:
   * **Function Object Strategy**: Use an anonymous class or lambda expression for simple handlers that don’t require storing complex data.
   * **Delegate to a Component**: Declare the component (e.g., **IntegerPanel**) to implement the **Observer** and **EventHandler** interfaces for more complex handling logic.
5. **Example Using Function Object Strategy**:
   * In the **LuckyNumber** application, **IntegerPanel** uses a function object (anonymous class) to handle the **TextField** action event.
   * When the user presses ENTER, the handler parses the text input, sets the number in the model, and updates the UI.
   * This results in two applications of the **Observer** pattern: one for the **Model** being observed by the panels, and another for the **TextField** being observed by the handler.
6. **Alternative: Delegate Event Handling to the Panel**:
   * Alternatively, **IntegerPanel** could implement both **Observer** and **EventHandler**, making it directly responsible for handling events and reacting to changes in the model.
   * The **handle** method is now declared in the **IntegerPanel** class, and **setOnAction(this)** is used to register the panel itself as the event handler.
7. **Code Implications**:
   * In the delegation approach, the **handle** method is implemented within **IntegerPanel**.
   * The **TextField** registers **IntegerPanel** directly as its event handler by calling **setOnAction(this)**.
8. **Preferred Approach for LuckyNumber**:
   * The **function object strategy** is preferred for the **LuckyNumber** application because the handler code is simple and concise.
   * Using function objects keeps the handler code close to the component initialization, making the code easier to read and maintain.
9. **Recommendation**:
   * While both strategies are valid, using **function objects** for defining GUI event handlers is a common practice.
   * For simplicity, unless there’s a compelling reason to delegate handling to components, function objects are a good default choice.

## 8.8

1. **Inversion of Control (IoC)** can be used in design patterns beyond the **Observer pattern** and event handling mechanisms, such as the **Visitor pattern**, to decouple functionality from the objects it operates on.
2. The **Visitor pattern** is helpful when we want to add new operations to an object hierarchy without altering the objects' interfaces. It is particularly useful when the object graph can change dynamically.
3. In the example with **CardSource**, three different concrete card sources implement the **CardSource interface** but each has specific additional methods needed for their functionality, like **shuffle()** for **Deck** or **size()** for **CardSequence**.
4. Adding new methods directly to the **CardSource interface** can violate the **Interface Segregation Principle** by making the interface larger and potentially introducing unused methods, leading to **speculative generality**.
5. The **Visitor pattern** addresses this problem by allowing operations to be added in separate visitor classes that do not modify the original object classes. Each visitor implements one operation for each class in the hierarchy.
6. The **CardSourceVisitor** interface defines methods for each concrete class in the object hierarchy (e.g., visitDeck(), visitCardSequence()). Concrete visitors implement these methods to define behavior for specific operations.
7. The **PrintingVisitor** example shows how the visitor can print the cards in a **Deck** or **CardSequence** without modifying the card source classes, enabling functionality to be added in a single class.
8. **accept()** method integrates the **Visitor pattern** by enabling objects to call back the appropriate visit method on a visitor. The **accept()** method is usually defined in the common supertype (e.g., **CardSource**) of the hierarchy.
9. The **accept()** method in **Deck** or **CardSequence** calls the appropriate visit() method on the visitor. For **CompositeCardSource**, the accept method is more complex due to aggregation, and requires traversing the child elements.
10. The **traversal of the object graph** in the **Visitor pattern** can be done in two ways:
    * In the **accept()** method of aggregate classes like **CompositeCardSource**.
    * In the visitor's **visit()** method, which requires additional access to the internal structure of the aggregates.
11. Using **inheritance** in the **Visitor pattern** can reduce code duplication. An abstract visitor class can hold default traversal code (e.g., for **CompositeCardSource**) to avoid repeating the traversal logic in multiple concrete visitors.
12. **Data flow** in **Visitor-based operations** is handled by storing input data in the visitor and accumulating output data during the traversal. Methods in the visitor can retrieve and return the output data once traversal is complete.
13. A **CountingVisitor** example demonstrates how to compute the total number of cards in the source, storing the result within the visitor and retrieving it using a getter method.
14. A **ChecksContainmentVisitor** example shows how to check if a specific card exists in the card source hierarchy. It receives the card as input, stores the result internally, and provides a method (contains()) to access the result.
15. Efficiency can be improved in the **Visitor pattern** by adding logic to avoid unnecessary traversal. For example, in the **ChecksContainmentVisitor**, traversal of **CompositeCardSource** can be skipped if the card is already found.

# Chapter 9

## 9.1

1. **Object-Oriented Design and Limitations**:
   * Most software design principles are applied using classes and objects, consistent with the object-oriented programming (OOP) paradigm.
   * However, there are situations where using objects for design solutions feels contrived, as illustrated by the use of function objects for sorting a list of cards.
2. **Contrived Design Example**:
   * The Collections.sort(...) method requires a Comparator<Card> to compare cards, but what is provided is an object reference with methods for comparison, leading to a mismatch between the design goal (parameterizing sorting behavior) and the programming mechanism (passing an object).
3. **Need for First-Class Functions**:
   * A better approach would be to pass the desired comparison behavior directly (as a function).
   * This requires support for first-class functions, where functions can be treated as values—passed as arguments, stored in variables, and returned from other functions.
4. **Java's Support for First-Class Functions**:
   * Since Java 8, Java emulates first-class functions through a syntax that allows method references.
   * Example: Using Card::compareByRank to provide a function reference to the sort method, simplifying the code.
5. **Syntactic Sugar vs. True First-Class Functions**:
   * The syntax of method references in Java provides the illusion of first-class functions but still internally converts the reference into an object (e.g., Comparator<Card>).
6. **Significance of First-Class Functions**:
   * First-class functions enable higher-order functions (functions that take other functions as arguments).
   * The use of higher-order functions can lead to clearer design, less code clutter, and better code reuse.
7. **Higher-Order Functions and Functional Programming**:
   * Functions that take other functions as arguments are higher-order functions.
   * The Collections.sort method is an example of a higher-order function.
   * Designing applications around higher-order functions can lead to a functional programming (FP) style.
8. **Functional Programming Paradigm**:
   * Full functional programming involves organizing computation by transforming data, ideally without mutating state.
   * Functional programming is a broader paradigm that goes beyond just using higher-order functions.
9. **Java and Functional Programming**:
   * Functional programming in Java, while limited, is a significant topic, and integrating functional elements into object-oriented design is important.
   * The chapter introduces basic functional programming features to complement OOP.
10. **Map-Reduce Programming Model**:
    * The final section of the chapter introduces the map–reduce programming model, which brings the reader closer to full functional programming in the context of this book.

## 9.2

1. **Three mechanisms for first-class functions in Java**:
   * Functional interfaces
   * Lambda expressions
   * Method references
2. **Functional Interfaces**:
   * A functional interface is an interface with a single abstract method (SAM).
   * Example: Filter interface with an accept(Card pCard) method.
   * Functional interfaces define function types, allowing behavior to be treated like functions.
   * They can include static and default methods, but only one abstract method.
   * Example: Comparator<T> is a functional interface, defining (T,T) → int.
   * Java 8 introduced common functional interfaces in java.util.function, such as Predicate<T>, representing functions that return a boolean.
3. **Lambda Expressions**:
   * Lambda expressions provide a concise way to implement functional interfaces.
   * They eliminate the need for anonymous classes and are more compact.
   * Syntax: (parameters) -> expression | block.
   * Example: Predicate<Card> blackCardFilter = (Card card) -> card.getSuit().getColor() == Suit.Color.BLACK;
   * Java compiler checks lambda expressions for compatibility with functional interfaces, including parameter and return types.
   * Lambda expressions allow omitting parameter types and parentheses for single parameters.
4. **Method References**:
   * Method references are shorthand for calling methods directly in functional-style programming.
   * Example: cards.removeIf(Card::hasBlackSuit) passes a reference to the hasBlackSuit method.
   * Can reference static methods (e.g., CardUtils::hasBlackSuit), instance methods (e.g., deck::topSameColorAs), or instance methods of a specific object.
   * Java allows method references in place of lambda expressions, reducing duplication.
   * The method reference needs to match the functional interface’s method signature, including parameter and return types.
   * Method references offer an elegant and concise way to reuse existing methods in functional-style code.

## 9.3

Here is a summarized version of the text in enumerated points:

1. **First-Class Functions in Java**:
   * First-class functions enable defining small pieces of behavior (like filtering or comparing).
   * The principle of divide and conquer can be applied to create more complex behavior from simpler components.
2. **Initial Card Comparison**:
   * A Comparator<Card> interface is used for comparing two cards based on their suit, using a lambda expression.
3. **Handling Ties in Comparison**:
   * To handle ties (same suit), a secondary comparison by rank is added, creating a more complex lambda expression for sorting.
4. **Issues with Direct Implementation**:
   * The direct approach requires writing multiple comparators to handle all possibilities (e.g., rank then suit, suit then rank, ascending/descending), leading to duplicated code.
   * There are eight combinations of card comparison needed (by suit then rank, by rank then suit, and ascending/descending variations).
5. **Simplifying Comparators with Factory Methods**:
   * A simpler approach involves creating factories for single-level comparisons (by rank or suit) and combining them for more complex comparisons (rank then suit, suit then rank).
   * This reduces complexity but still involves repetition in code.
6. **Using Comparator Helper Methods**:
   * The Comparator interface provides static and default methods (comparing() and thenComparing()) to compose comparison functions, reducing redundancy.
   * Example: byRankComparator() can be rewritten using Comparator.comparing() to extract the rank.
7. **Cascading Comparisons**:
   * The thenComparing() method allows cascading comparisons, such as comparing first by rank, then by suit.
8. **Reversing Order of Comparisons**:
   * To reverse order (e.g., descending), the reversed() method is used, simplifying the code and avoiding duplication.
9. **Final Simplified Solution**:
   * By composing comparators with comparing(), thenComparing(), and reversed(), the eight possible comparison orders can be expressed without duplication, resulting in clean and explicit code.
10. **Eliminating Redundant Factory Methods**:
    * Removing the need for factory methods for comparators simplifies the code and reduces speculative generality (providing unnecessary services).
11. **Using Comparator in Practice**:
    * Using methods like comparing(), thenComparing(), and reversed(), developers can directly define comparison behavior where needed, e.g., sorting cards by suit and rank.
12. **Improving Code with Static Imports and Method References**:
    * Static imports eliminate the need to qualify static methods, and method references can simplify lambda expressions, further improving code clarity and conciseness.
13. **Leveraging Overloaded Methods for Concise Code**:
    * thenComparing() can be used with a function that directly provides the value to compare, reducing boilerplate and making code more compact and readable.
14. **General Principle for Functional Composition**:
    * The principle of composing first-class functions using library methods (like those in java.util.function) can be applied across various contexts, improving flexibility and readability.
15. **Example with Predicate**:
    * A Predicate for filtering cards can be negated to create a filter for red cards, showcasing the power of function composition for common tasks.

## 9.4

Here is a summarized version of the text in enumerated points:

1. **Deferred Processing with First-Class Functions**:
   * First-class functions allow us to defer processing until it is needed.
   * The section explores three common types of deferred processing: supplying an object, consuming an object, and mapping an object to another object.
2. **Infinite Card Source**:
   * An InfiniteCardSource is introduced, which needs to return an infinite number of cards.
   * Instead of initializing all cards, it is initialized with a "card factory" (a function to return a Card), allowing deferred creation of cards.
3. **Using Supplier for Deferred Object Creation**:
   * Java's Supplier<T> interface captures the behavior of a method that returns an object (() -> Card in this case).
   * The InfiniteCardSource class is constructed using a Supplier<Card> to provide cards on demand.
   * Examples include creating a random card source (Card::random) or a specific card source (e.g., Ace of Hearts).
4. **Deferring Execution with Consumer**:
   * Another common deferred processing pattern is consuming an object. A Consumer<Card> is used to define what happens when a card is drawn.
   * The ConsumingDecorator class wraps a CardSource and executes a function (e.g., printing the card) when a card is drawn.
   * Example usage: ConsumingDecorator used to print every card drawn from a deck using System.out::println.
5. **Method Reference Compatibility**:
   * The example with ConsumingDecorator demonstrates how method references (like System.out::println) are compatible with functional interfaces, even when their parameter types differ (e.g., Object → void vs. Card → void).
6. **Function for Mapping Objects**:
   * For cases where both supplying and consuming are needed, a function type T → R (e.g., Function<T,R>) is used to map one type to another.
   * Example: The Comparator.comparing() method uses a Function<Card, Suit> to extract the suit from a Card for comparison.
7. **Using Function in Comparison**:
   * The Comparator.comparing() method creates a comparator based on a function that extracts a key for comparison.
   * Example: Comparator<Card> bySuit = Comparator.comparing(Card::getSuit); compares cards based on their suit using the Function<Card, Suit>.
8. **How Comparator.comparing() Works**:
   * The comparing method takes a Function<Card, Suit> as an argument and uses it to extract the Suit from a Card object.
   * The function is applied only when the compare() method is called, demonstrating deferred processing of the comparison behavior.
9. **Indirection in Function Application**:
   * When compare() is called, apply() (of the function) is executed on-demand, mapping the Card to its Suit.
   * This approach allows comparison to happen on-demand without immediate execution when defining the comparator.

## 9.5

Here is a summarized version of the text in enumerated points:

1. **Polymorphism in Design Patterns**:
   * Many design patterns rely on polymorphism for variation points, allowing different behaviors to be selected at runtime.
   * Examples include the **STRATEGY** pattern (dynamic selection of algorithms) and the **OBSERVER** pattern (notifying observers dynamically).
2. **Functional-Style Design for Behavior Parameterization**:
   * In functional-style design, first-class functions offer a different way to parameterize behavior by defining functions instead of creating objects and extending classes.
   * This allows design patterns like **STRATEGY** and **OBSERVER** to be implemented using functions.
3. **Functional-Style STRATEGY**:
   * In stateless cases, the **STRATEGY** pattern can be implemented using a functional interface like Function<List<Card>, Card>, where apply defines the card selection strategy.
   * Example: AutoPlayer class uses a Function to decide which card to select from a list.
   * Strategies can be defined on the fly, such as cards -> cards.get(0) for selecting the first card, or stored in utility classes for reuse (e.g., CardSelection::lowestBlackCard).
4. **Limitations of General Functional Interfaces**:
   * Using general interfaces like Function can make the code less readable and less explicit, as it doesn’t capture specific behaviors (e.g., handling empty lists).
   * To improve clarity and design, a more specific functional interface like CardSelectionStrategy can be defined, which includes preconditions and postconditions, such as ensuring the list is not empty.
5. **CardSelectionStrategy Interface**:
   * The CardSelectionStrategy interface defines a method select(List<Card> pCards) that returns an Optional<Card>.
   * Standard strategies (e.g., first, lowestBlackCard, highestFaceCard) can be provided to handle specific card selection behaviors while guarding against empty lists.
6. **Functional-Style OBSERVER**:
   * The **OBSERVER** pattern can be implemented using functional-style design, where the callback method for observers is defined by a function type like Card → void.
   * Example: ObservableDeck class extends Deck and uses a Consumer<Card> to notify observers each time a card is drawn.
7. **ObservableDeck Implementation**:
   * The ObservableDeck class accepts a Consumer<Card> to handle notifications when cards are drawn.
   * Observers (e.g., System.out::println) can be passed to log each card drawn from the deck.
8. **Comparison with ConsumingDecorator**:
   * The design of ObservableDeck contrasts with the ConsumingDecorator from earlier, as ObservableDeck uses inheritance, while ConsumingDecorator used aggregation.
   * Both designs achieve similar functionality using the Consumer<Card> interface to inject behavior based on observable events.
9. **Key Insight**:
   * First-class functions enable a functional rethinking of classic object-oriented design patterns like **STRATEGY** and **OBSERVER**, offering compact, flexible implementations.

## 9.6

Here’s a summarized version of the key points from the provided text:

1. **Functional-Style Programming in Object-Oriented Design:**
   * Functional programming is useful for tasks involving data transformations, such as processing sequences of data elements.
   * An example is counting acronyms in text, where the transformation is filtering and counting occurrences.
2. **Higher-Order Functions in Functional Programming:**
   * Higher-order functions apply general strategies to data, parameterized with specific context functions (e.g., checking for acronyms).
   * Functional-style design enhances readability and reusability by decoupling general strategies from specific conditions.
3. **Streams vs. Collections:**
   * A stream represents a flow of data, computed on-demand, unlike collections that store data.
   * Streams can be infinite, whereas collections are finite.
   * Streams are traversed only once, unlike collections which can be traversed multiple times.
   * Streams can be parallelized, whereas collections require external iteration code.
4. **Java’s Stream API:**
   * Java 8 introduces the Stream API to support functional-style design, including first-class functions (lambdas, method references).
   * Streams are created using the stream() method on collections.
5. **Operations on Streams:**
   * Streams support useful operations like count(), sorted(), limit(), and distinct().
   * Streams can be combined using operations like Stream.concat() and transformed using methods like filter() and map().
6. **Higher-Order Functions on Streams:**
   * Methods like forEach() apply functions to all elements of the stream, with forEachOrdered() maintaining order.
   * Terminal operations (e.g., count(), allMatch(), anyMatch()) process and reduce the stream to a result.
7. **Filtering Streams:**
   * The filter() method creates new streams by applying predicates, allowing selective transformations (e.g., counting face cards).
   * Method references (Card::isFaceCard) can be used for cleaner and more self-explanatory code.
8. **Mapping Data Elements:**
   * map() transforms each element of a stream using a function.
   * Specialized types like IntStream and DoubleStream handle numeric streams with additional operations (e.g., sum()).
9. **FlatMap for One-to-Many Mapping:**
   * flatMap() is used to transform one element into a stream of multiple elements (e.g., extracting cards from decks).
10. **Reducing Streams:**
    * Reductions aggregate the stream into a single result (e.g., count(), sum()).
    * The reduce() method accumulates values using a binary operator, such as summing integers.
    * Common reduction operations (min, max, sum) are directly supported by streams.
11. **Collectors for Accumulating Results:**
    * Collectors provide a functional way to accumulate elements into a data structure (e.g., using Collectors.toList() to collect face cards into a list).
    * This approach maintains a declarative style, avoiding explicit list manipulations.

This summary captures the key ideas related to functional-style programming in Java, particularly with respect to streams and higher-order functions.